# Chapter 10 序列化

当你创建对象时,只要你需要,它就会一直存在,但是在程序终止时,无论如何它都不会继续存在.尽管这样做肯定是有意义的,但是仍然存在某种情况,如果对象能够在程序不运行的情况下仍能存在并保存信息,那将非常有用.这样,在下次运行程序时,该对象将被重建并且拥有的信息与在程序上次运行时它所拥有的信息相同。当然，我们可以通过将信息写入文件或数据库来达到相同的效果，但是在使万物都成为对象的精神中，如果能够将一个对象声明为是“持久的”，并为我们处理掉所有的细节，那将会显得十分方便，并且也符合面向对象的设计原则，即封装实现的细节。

如果想要将对象进行持久化或网络传输需要先将对象转换为二进制流。这种将对象转变为二进制流的过程称为对象的序列化（Serialization）。反之，将二进制流恢复为数据对象的过程称之为反序列化（Deserialization）。序列化需要保留充分的信息以恢复数据对象，但是为了节省存储空间和网络带宽，序列化后的二进制流又要尽可能小。序列化常见的使用场景是RPC（Remote Procedure Call—[远程过程调用](https://baike.baidu.com/item/%E8%BF%9C%E7%A8%8B%E8%BF%87%E7%A8%8B%E8%B0%83%E7%94%A8/7854346" \t "https://baike.baidu.com/item/_blank)，它是一种通过[网络](https://baike.baidu.com/item/%E7%BD%91%E7%BB%9C/143243" \t "https://baike.baidu.com/item/_blank)从远程计算机程序上请求服务，而不需要了解底层网络技术的协议）框架的数据传输。常见的序列化方式有三种,Java原生序列化、Hession序列化以及JSON序列化,下面我们就来一一了解下,并分析三者的优劣点,使得在以后的开发中有的放矢,最出最好的选择。

## 10.1 Java原生序列化

Java的对象序列化将那些实现了Serializable接口的对象转换成一个字节序列，并能够在以后将这个字节序列完全恢复为原来的对象。这一过程甚至不局限于地域，可以通过网络进行；这意味着序列化机制能自动弥补不同操作系统之间的差异。也就是说，可以在运行Unix系统的计算机上创建一个对象，将其序列化，通过网络将它发给一台运行Windows系统的计算机，然后在那里准确的重新组装，而却不必担心数据在不同机器上的表示会不同，也不必关心字节的顺序或者其他任何细节。

就其本身来说，对象的序列化是非常有趣的，因为利用它实现轻量级持久性。“持久性”意味着一个对象的生存周期并不取决于程序是否正在执行；它可以生存于程序的调用之间。通过将一个序列化对象写入磁盘，然后在重新调用程序时恢复该对象，就能够实现持久性的效果。之所以称其为“轻量级”，是因为不能用某种“persistence”关键字来简单定义一个对象，并让系统自动维护其他实现细节问题（但并不意味未来没有这种可能性）。相反，对象必须在程序中显式的序列化和反序列化还原。如果需要一个更严格的持久性机制，可以考虑其它如Hibernate之类的工具。

对象序列化的概念加入到语言中是为了支持两种主要特性。一是Java的远程方法调用（Remote Method Invocation，RMI），它使存活在其它计算机上的对象使用起来就像是存活在本机上一样。当向远程对象发送信息时，需要通过对象序列化来传输参数和返回值。关于RMI，将会在后面详细探讨；

再者，对Java Beans来说，对象的序列化也是必须的。使用一个Bean时，一般情况下是在设计阶段对它的状态信息进行配置。这种状态信息必须保存下来，并在程序启动时进行后期恢复；这种具体工作就是由对象序列化来完成的。

只要对象实现了Serializable接口(这仅仅只是一个标记接口,同Cloneable相同,不包括任何方法,只是标识它可以具有某个功能),对象的序列化处理将会非常简单.当序列化的概念被加入到语言中时,许多标准库类都发生了改变,以便具备序列化特性----其中包括所有基本数据类型的封装器、所有容器类以及许多其他的东西，甚至Class对象也可以被序列化。

Java序列化保留了对象类的元数据（如类、成员变量、继承类信息等），以及对象数据等，兼容性最好，但却并不支持跨语言，而且性能十分一般。

### 10.1.1 Java序列化基础与细节

要序列化一个对象，首先要创建某些OutputStream对象，然后将其封装在一个ObjectOutputStream对象内。这时，只需调用writeObject（）即可将对象序列化，并将其发送给OutputStream（对象序列化是基于字节的，因要使用InputStream和OutputStream继承层次结构）。要反向进行该过程（即将一个序列还原为一个对象），需要将一个InputStream封装在ObjectInputStream内,然后调用readObject()。和往常一样，我们最后获得的是一个引用(新的引用,不同于序列化前的引用,是一个全新地址的引用)，它指向一个向上转型的Object，所以必须向下转型才能直接设置它们。

对象序列化特别聪明的一个的地方是它不仅保存了对象的“全景图”，而且能追踪对象内所包含的所有引用，并保存那些对象；接着又能对对象内包含的每个这样的引用进行追踪；依次类推。这种情况有时候被称为“对象网”，单个对象可与之建立连接，而且它还包含了对象的引用数组以及成员对象。如果必须保持一套自己的对象序列化机制，那么维护那些可追踪到所有链接的代码可能显得非常麻烦。然而，由于Java的对象序列化似乎找不出什么缺点，所以请尽量不要自己动手，让它用优化的算法自动维护整个对象网。下面这个例子通过对链接的对象生成一个worm对序列化机制进行了测试。每个对象都与worm中的下一段链接，同时又与属于不同类（Data）的对象引用数组链接:

|  |
| --- |
| **package** cn.yorick.serialization.practice;  **import** java.io.Serializable;  **public** **class** Data **implements** Serializable {  **private** **int** n;  **public** Data(**int** n) {  **super**();  **this**.n = n;  }  @Override  **public** String toString() {  // **TODO** Auto-generated method stub  **return** Integer.*toString*(n);  }  } |
| package cn.yorick.serialization.practice;  import java.util.Random;  public class Worm implements Serializable {  private static Random random = new Random(47);  private Data[] d = {new Data(random.nextInt(10)),new Data(random.nextInt(10)),new Data(random.nextInt(10))};  private Worm next;  private char c;  public Worm(int i, char x) {  super();  System.out.println("worm constructor: " + i);  c = x;  if(--i > 0) {  next = new Worm(i,(char) (x + 1));  }  }  public Worm() {  System.out.println("default constructor!");  }  @Override  public String toString() {  StringBuilder result = new StringBuilder(":");//构造一个初始化为指定字符串内容的字符串构建器。  result.append(c);  result.append("(");  for (Data data : d) {  result.append(data);  }  result.append(")");  if(next != null) {  result.append(next);  }  return result.toString();  }  public static void main(String[] args) throws FileNotFoundException, IOException, ClassNotFoundException {  Worm w = new Worm(6, 'a'); //实际创建了6个对象,所以构造器中进行了6次输出打印  System.out.println("w = " + w);  ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream("worm.out"));  oos.writeObject("Worm storage\n"); //写入一个字符串对象到数据输出流  oos.writeObject(w);//写入一个对象到数据输出流  oos.close();  ObjectInputStream ois = new ObjectInputStream(new FileInputStream("worm.out"));//对象读入流  String s = (String) ois.readObject();  Worm w2 = (Worm) ois.readObject();  ***//执行该打印时,会调用toString方法,首先构造一个包含字符串:的构造器,然后添加字符等等,然后循环添加Date,此时结果是:a(853)最后判断next,此时next为new worm(5,(char)(a+1)),循环打印next,知道next为null,所以会出现如此打印的效果***  ***6 next = new worm(5,b)--->next = new worm(4,c)--->next = new worm(3,d)----> next = new worm(2,e)---> next = new worm(1,f)***  System.out.println(s + "w2 = " + w2);  ByteArrayOutputStream bout = new ByteArrayOutputStream();  ObjectOutputStream out2 = new ObjectOutputStream(bout);  out2.writeObject("Worm storage\n");  out2.writeObject(w);  out2.flush();  ObjectInputStream ois2 = new ObjectInputStream(new ByteArrayInputStream(bout.toByteArray()));  s = (String) ois2.readObject();  Worm w3 = (Worm) ois2.readObject();  System.out.println(s + "w3 = " + w3);  }  } |
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Worm内的Date对象数组是用随机数初始化的(阴影1,这样就可以不用怀疑编译器保留了某种原始信息)。每个Worm段都用一个char加以标记。该char是在递归生成链接的Worm列表时自动生成的（阴影2）。要创建一个Worm，必须告诉构造器你所希望的它的长度。在产生下一个引用时，要调用Worm构造器，并将长度减1，以此类推。最后一个next引用则为null（空），表示已到达Worm的尾部。【注意这个测试用例是极易出现栈溢出异常的，当我们初始化i的值过大时就会出现Stack OverflowException,需要注意】

序列化使得应用程序以便携式方式将原始Java数据类型写入数据输出流,然后应用程序可以从数据输入流中来读取数据;

上面这段代码看起来很复杂,这只是代码设计的问题,真正的序列化是十分简单的,如同我们看到的那样,实现接口,然后将对象数据写入流,再从流中读取。可以利用序列化将对象读写到任何实现DataInputStream或者DataOutputStream的ObjectInputStream和ObjectOutputStream，甚至包括网络。

在这里我们要注意一点，对一个Serializable对象进行还原的过程中，没有调用任何构造器，包括默认的构造器，整个对象都是通过从InputStream中取得数据恢复而来的。

当对象被序列化时，该对象引用的对象都被序列化，这是由Java的序列化机制自动完成的（观察发现上面Data数据就被序列化了）。

#### 10.1.1.1 对象网序列化注意点

前面我们知道当对象被序列化时,该对象引用的对象都被序列化,且是由Java的序列化机制自动完成的,但这并不意味着是绝对的。前提是对象版图上的所有对象都应该实现序列化接口,我们测试如果其中有一个类没有实现序列化接口,那么会抛出运行时异常java.io.NotSerializableException,我们假设Collar类没有序列化,那么测试结果如下

|  |
| --- |
| **public** **class** Collar **implements** Serializable{  **private** **int** size;  **private** String color;  **public** Collar(**int** size, String color) {  **super**();  **this**.size = size;  **this**.color = color;  }  **public** **int** getSize() {  **return** size;  }  **public** **void** setSize(**int** size) {  **this**.size = size;  }  **public** String getColor() {  **return** color;  }  **public** **void** setColor(String color) {  **this**.color = color;  }  @Override  **public** String toString() {  **return** getSize() + getColor();  }  } |
| **public** **class** Dog **implements** Serializable{  String name ; //狗的名字  Collar collar; //狗的类型  **public** String getName() {  **return** name;  }  **public** **void** setName(String name) {  **this**.name = name;  }  **public** Collar getCollar() {  **return** collar;  }  **public** **void** setCollar(Collar collar) {  **this**.collar = collar;  }  @Override  **public** String toString() {  **return** getName() + "是" + getCollar();  }  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  Dog dog = **new** Dog();  dog.setCollar(**new** Collar(5, "red"));  dog.setName("tom");  //序列化dog对象  FileOutputStream fos = **new** FileOutputStream("dog.ser");  ObjectOutputStream oos = **new** ObjectOutputStream(fos);  oos.writeObject(dog);  oos.close();  //反序列化  FileInputStream fis = **new** FileInputStream("dog.ser");  ObjectInputStream ois = **new** ObjectInputStream(fis);  Object object = ois.readObject();  //需要注意读取后都是Object,需要进行强制类型转换,同时也可能出现classNotFoundException  Dog dog1 = (Dog) object;  System.***out***.println("序列化对象和反序列化的对象是否是同一个对象:" + (dog == dog1));  System.***out***.println("序列化前的对象:" + dog.toString());  System.***out***.println("反序列化后的对象:" + dog1.toString());  }  } |

![](data:image/png;base64,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)

|  |
| --- |
| Exception in thread "main" java.io.NotSerializableException: cn.yorick.serialization.Collar  at java.io.ObjectOutputStream.writeObject0(ObjectOutputStream.java:1184)  at java.io.ObjectOutputStream.defaultWriteFields(ObjectOutputStream.java:1548)  at java.io.ObjectOutputStream.writeSerialData(ObjectOutputStream.java:1509)  at java.io.ObjectOutputStream.writeOrdinaryObject(ObjectOutputStream.java:1432)  at java.io.ObjectOutputStream.writeObject0(ObjectOutputStream.java:1178)  at java.io.ObjectOutputStream.writeObject(ObjectOutputStream.java:348)  at cn.yorick.serialization.Dog.main(Dog.java:41) |

我们发现根目录下仍然有这个dog.ser文件,这是由于FileOutPutStream创建的,并不是真的成功序列化了。我们试着将代码中序列化代码注释然后反序列化这个文件,发现控制台报出异常,反序列化无法读取这个对象,如下

|  |
| --- |
| Exception in thread "main" java.io.WriteAbortedException: writing aborted; java.io.NotSerializableException: cn.yorick.serialization.Collar  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1572)  at java.io.ObjectInputStream.defaultReadFields(ObjectInputStream.java:2282)  at java.io.ObjectInputStream.readSerialData(ObjectInputStream.java:2206)  at java.io.ObjectInputStream.readOrdinaryObject(ObjectInputStream.java:2064)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1568)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.Dog.main(Dog.java:52)  Caused by: java.io.NotSerializableException: cn.yorick.serialization.Collar  at java.io.ObjectOutputStream.writeObject0(ObjectOutputStream.java:1184)  at java.io.ObjectOutputStream.defaultWriteFields(ObjectOutputStream.java:1548)  at java.io.ObjectOutputStream.writeSerialData(ObjectOutputStream.java:1509)  at java.io.ObjectOutputStream.writeOrdinaryObject(ObjectOutputStream.java:1432)  at java.io.ObjectOutputStream.writeObject0(ObjectOutputStream.java:1178)  at java.io.ObjectOutputStream.writeObject(ObjectOutputStream.java:348)  at cn.yorick.serialization.Dog.main(Dog.java:46) |

由此我们可以知道任何要序列化的对象，那么在他的对象版图所有的对象对应该实现序列化接口，否则执行时一定会出问题，序列化和反序列化也不会成功。

|  |
| --- |
| 总结：序列化和反序列化是底层机制自动进行的，而且很强的的是，它会将对象网序列化，但是需要注意的是对象网中每个对象都要实现Serializable接口，否则序列化和反序列化一定不会成功。同时序列化是针对对象的所以类成员（static）是不会被默认序列化机制序列化的。 |

#### 10.1.1.2 寻找类

对序列化有了初步认识后，我们想一下将一个对象从它的序列化状态中恢复出来，有哪些工作是必须做的呢？举个例子来说，假如我们将一个对象序列化，并通过网络将其作为文件传递给另一台计算机；那么，另一台计算机上的程序可以只利用该文件内容来还原这个对象吗？要想知道答案最好的办法就是亲身测试一下，我们下面来试验一下：

|  |
| --- |
| **public** **class** Alien **implements** Serializable {} ///:~ |
| **public** **class** FreezeAlice {  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException {  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("X.file"));  cn.yorick.serialization.Alien alien = **new** cn.yorick.serialization.Alien();  oos.writeObject(alien);  oos.close();  }  } |

上面这个方法一旦经过编译和运行那么是会在根目录serialization下生成一个x.file文件的,此时我们将cn.yorick.serialization.Alien删除或者移到更高层级的目录,然后我们通过下面的代码来反序列化x.file

|  |
| --- |
| **public** **class** ThawAlice {  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("X.file"));  Object alice = ois.readObject();  System.***out***.println(alice.getClass());  }  } |

运行结果是控制台抛出了异常如下:

|  |
| --- |
| Exception in thread "main" java.lang.ClassNotFoundException: cn.yorick.serialization.Alien  at java.net.URLClassLoader.findClass(URLClassLoader.java:381)  at java.lang.ClassLoader.loadClass(ClassLoader.java:424)  at sun.misc.Launcher$AppClassLoader.loadClass(Launcher.java:335)  at java.lang.ClassLoader.loadClass(ClassLoader.java:357)  at java.lang.Class.forName0(Native Method)  at java.lang.Class.forName(Class.java:348)  at java.io.ObjectInputStream.resolveClass(ObjectInputStream.java:683)  at java.io.ObjectInputStream.readNonProxyDesc(ObjectInputStream.java:1863)  at java.io.ObjectInputStream.readClassDesc(ObjectInputStream.java:1746)  at java.io.ObjectInputStream.readOrdinaryObject(ObjectInputStream.java:2037)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1568)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.practice.ThawAlice.main(ThawAlice.java:15) |

打开文件和读取alice对象中的内容都是需要Alien的Class对象;而Java虚拟机找不到Alien.class(除非它正好在类路径classpath内，而本例却不在类路径内)，这样就得到了一个ClassNotFoundException的异常（同样，除非能够保证Alien存在，否则它等于消失）。反序列化成功的关键就是必须保证Java虚拟机能找到相关的.class文件。

上述结论子啊对象网中同样适用，对象网中只要有一个类文件找不到，那么整个反序列也都会失败；

|  |
| --- |
| 总结：反序列化不会调用构造器创建对象，它会从文件中读取数据构造对象，但是反序列化成功的关键是该对象对应的类要存在，否则会出现ClassNotFoundException |

#### 10.1.1.3 序列化号

序列化时每个对象都是用一个序列号(serial number)保存的，这就是这种机制之所以称为对象序列化的原因。下面是其算法：

* 对你遇到的每一个对象引用都关联一个序列号。
* 对于每个对象，当第一次遇到时，保存其对象数据到输出流中。
* 如果某个对象之前已经保存过，那么只写出“与之前保存过的序列号为x的对象相同”。

在反序列化读回对象时，整个过程是反过来的。

* 对于对象输入流中的对象，在第一次遇到其序列化号时，构建它，并使用流中数据来初始化它，然后记录这个顺序号和新对象之间的关联。
* 当遇到“与之前保存过的序列号为x的对象相同”标记时，获取与这个顺序号相关联的对象引用。

我们使用序列化将对象集合保存在磁盘文件中，并按照它们被保存的样子获取它们。序列化的另一种非常重要的应用是通过网络将对象集合传送到另一台计算机上。正如在文件中保存原生的内存地址毫无意义一样，这些地址对于在不同的处理器之间的通信也是毫无意义的。因为序列化用序列化号代替了内存地址，所以它允许将对象集合从一台机器传送到另一台机器。

下面我们针对序列化与反序列化来详细看看。下面是一个雇员类和一个经理类，其中

|  |
| --- |
| **public** **class** Employee **implements** Serializable{  **private** String name;  **private** **double** salary;  **private** LocalDate hireDay;  **public** Employee() {}  **public** Employee(String n, **double** s, **int** year, **int** month, **int** day) {  name = n;  salary = s;  hireDay = LocalDate.*of*(year, month, day);  }  **public** String getName() {  **return** name;  }  **public** **double** getSalary() {  **return** salary;  }  **public** LocalDate getHireDay() {  **return** hireDay;  }  **public** **void** raiseSalary(**double** byPercent) {  **double** raise = salary \* byPercent / 100;  salary += raise;  }  **public** String toString() {  **return** getClass().getName()  + "[name=" + name  + ",salary=" + salary  + ",hireDay=" + hireDay  + "]";  }  } |
| **public** **class** Manager **extends** Employee{  **private** Employee secretary;//秘书  **public** Manager(String n, **double** s, **int** year, **int** month, **int** day){  **super**(n, s, year, month, day);  secretary = **null**;  }  **public** **void** setSecretary(Employee s) {  secretary = s;  }  **public** String toString() {  **return** **super**.toString() + "[secretary=" + secretary + "]";  }  } |
| **class** ObjectStreamTest{  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  Employee harry = **new** Employee("Harry Hacker", 50000, 1989, 10, 1);  Manager carl = **new** Manager("Carl Cracker", 80000, 1987, 12, 15);  carl.setSecretary(harry);  Manager tony = **new** Manager("Tony Tester", 40000, 1990, 3, 15);  tony.setSecretary(harry);  Employee[] staff = **new** Employee[3];  staff[0] = carl;  staff[1] = harry;  staff[2] = tony;  **try** (ObjectOutputStream out = **new** ObjectOutputStream(**new** FileOutputStream("employee.dat"))) {  out.writeObject(staff);  }  **try** (ObjectInputStream in = **new** ObjectInputStream(**new** FileInputStream("employee.dat"))) {  Employee[] newStaff = (Employee[]) in.readObject();  newStaff[1].raiseSalary(10);  **for** (Employee e : newStaff)  System.***out***.println(e);  }  }  } |
| cn.yorick.serialization.Manager[name=Carl Cracker,salary=80000.0,hireDay=1987-12-15][secretary=cn.yorick.serialization.Employee[name=Harry Hacker,salary=55000.0,hireDay=1989-10-01]]  cn.yorick.serialization.Employee[name=Harry Hacker,salary=55000.0,hireDay=1989-10-01]  cn.yorick.serialization.Manager[name=Tony Tester,salary=40000.0,hireDay=1990-03-15][secretary=cn.yorick.serialization.Employee[name=Harry Hacker,salary=55000.0,hireDay=1989-10-01]] |

我们发现我们只是设置了 newStaff[1].raiseSalary(10);,但是所有harry出现的地方都改变了,我们可以推断出,的确如上所述当对象序列化时对于每个对象，当第一次遇到时，保存其对象数据到输出流中。如果某个对象之前已经保存过，那么只写出“与之前保存过的序列号为x的对象相同”。在反序列化读回对象时，整个过程是反过来的。当遇到“与之前保存过的序列号为x的对象相同”标记时，获取与这个顺序号相关联的对象引用，而不是重新构建一个新的对象，我们可以通过另外一个例子来说明：

|  |
| --- |
| **public** **class** House **implements** Serializable {} |
| **public** **class** Animal **implements** Serializable {  **private** String name;  **private** House preferredHouse;  **public** Animal(String nm, House h) {  **super**();  **this**.name = nm;  **this**.preferredHouse = h;  }  @Override  **public** String toString() {  // **TODO** Auto-generated method stub  **return** name + "[" + **super**.toString() + "], " + preferredHouse + "\n";  }  } |
| **public** **class** MyWorld {  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  House house = **new** House();  List<Animal> animals = **new** ArrayList<>();  animals.add(**new** Animal("Bosco the dog", house));  animals.add(**new** Animal("Ralph the hamster", house));  animals.add(**new** Animal("Molly the cat", house));  System.***out***.println("animals: " + animals);  ByteArrayOutputStream bos1 = **new** ByteArrayOutputStream();  ObjectOutputStream oos1 = **new** ObjectOutputStream(bos1);  oos1.writeObject(animals);  oos1.writeObject(animals);  System.***out***.println(bos1.size());  oos1.writeObject(animals);  System.***out***.println(bos1.size());  animals.add(**new** Animal("Molly the cats", house));  // System.out.println(animals);这里animals已经发生了改变  oos1.writeObject(animals);  System.***out***.println(bos1.size());  ByteArrayOutputStream bos2 = **new** ByteArrayOutputStream();  ObjectOutputStream oos2 = **new** ObjectOutputStream(bos2);  oos2.writeObject(animals);  ObjectInputStream ois1 = **new** ObjectInputStream(**new** ByteArrayInputStream(bos1.toByteArray()));  //我们在这里改变了对象,并且重新序列化,反序列化后发现对象是变化前的对象,这是由于序列化机制,序列化时会  //判断序列化的对象是否为同一个对象,判断依据是内存地址,如果相同那么只会序列化一次,  //这也就是为什么我们重复序列化同一个对象,重复读取后是一样的,因为序列化后的文件中只有一份  ObjectInputStream ois2 = **new** ObjectInputStream(**new** ByteArrayInputStream(bos2.toByteArray()));  List<Animal> animals1 = (List<Animal>) ois1.readObject();  List<Animal> animals2 = (List<Animal>) ois1.readObject();  List<Animal> animals4 = (List<Animal>) ois1.readObject();  List<Animal> animals3 = (List<Animal>) ois2.readObject();  List<Animal> animals5 = (List<Animal>) ois1.readObject();  System.***out***.println("animals1: " + animals1);  System.***out***.println("animals2: " + animals2);  System.***out***.println("animals3: " + animals3);  System.***out***.println("animals4: " + animals4);  System.***out***.println("animals5: " + animals5);  }  } |
| animals: [Bosco the dog[cn.yorick.serialization.Animal@7852e922], cn.yorick.serialization.House@4e25154f  , Ralph the hamster[cn.yorick.serialization.Animal@70dea4e], cn.yorick.serialization.House@4e25154f  , Molly the cat[cn.yorick.serialization.Animal@5c647e05], cn.yorick.serialization.House@4e25154f  ]  309  314  319  animals1: [Bosco the dog[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@16b98e56  , Ralph the hamster[cn.yorick.serialization.Animal@7ef20235], cn.yorick.serialization.House@16b98e56  , Molly the cat[cn.yorick.serialization.Animal@27d6c5e0], cn.yorick.serialization.House@16b98e56  ]  animals2: [Bosco the dog[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@16b98e56  , Ralph the hamster[cn.yorick.serialization.Animal@7ef20235], cn.yorick.serialization.House@16b98e56  , Molly the cat[cn.yorick.serialization.Animal@27d6c5e0], cn.yorick.serialization.House@16b98e56  ]  animals3: [Bosco the dog[cn.yorick.serialization.Animal@4f3f5b24], cn.yorick.serialization.House@15aeb7ab  , Ralph the hamster[cn.yorick.serialization.Animal@7b23ec81], cn.yorick.serialization.House@15aeb7ab  , Molly the cat[cn.yorick.serialization.Animal@6acbcfc0], cn.yorick.serialization.House@15aeb7ab  , Molly the cats[cn.yorick.serialization.Animal@5f184fc6], cn.yorick.serialization.House@15aeb7ab  ]  animals4: [Bosco the dog[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@16b98e56  , Ralph the hamster[cn.yorick.serialization.Animal@7ef20235], cn.yorick.serialization.House@16b98e56  , Molly the cat[cn.yorick.serialization.Animal@27d6c5e0], cn.yorick.serialization.House@16b98e56  ]  animals5: [Bosco the dog[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@16b98e56  , Ralph the hamster[cn.yorick.serialization.Animal@7ef20235], cn.yorick.serialization.House@16b98e56  , Molly the cat[cn.yorick.serialization.Animal@27d6c5e0], cn.yorick.serialization.House@16b98e56  ] |

运行这个例子，我们发现在注释的语句处，我们改变了animals，然后再次在oos1中保存,最后取出的却是改变前的和第一次存储时内容相同的,此时我们就更能说明问题了,此时前后的对象状态已经发生了改变,但是没有变的是序列号,因为当对象创建时序列号就已经根据这个对象的状态生成了,并且在后期在这个对象基础上所做的任何改变都不会影响到这个序列化号,所以序列化时仍会将其作为一个对象存储,但是oos2存储时,由于该序列号是第一次出现,所以存放的是改变过的状态,那么问自己一个问题,如果我们new两个不同状态的对象,存储和取出会如何呢?下面我们来看看:

|  |
| --- |
| **public** **class** House **implements** Serializable {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;  **private** **int** i;  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  House h1 = **new** House();  House h2 = **new** House();  h1.i = 11;  h2.i = 12;  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("house.out"));  oos.writeObject(h1);  oos.writeObject(h2);  h1.i = 13;  h2.i = 14;  oos.writeObject(h1);  oos.writeObject(h2);  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("house.out"));  House h3 = (House) ois.readObject();  House h4 = (House) ois.readObject();  House h5 = (House) ois.readObject();  House h6 = (House) ois.readObject();  System.***out***.println((h3 == h4) + "-" + (h3 == h5) + "-" + (h4 == h6));  System.***out***.println(h3.i + "--" + h4.i);  }  } |

我们看到这是实际上序列化后是存储了两个对象,这和上面的同理,new的两个对象生成的序列号是不同的,所以存储两次,但是后来在对象基础上改变状态,并没有改变序列化号,所以并没有再重复序列化。在这里我们看到类中出现了一个serialVersionUID字段，但是这并没有对结果有什么影响，所以我们可以推断序列化号和serialVersionUID是并不相容的概念，那么serialVersionUID是做什么的呢？下节我们来探讨一下；

|  |
| --- |
| 总结：当对象具有相同序列号时它只会存入一次，反序列化后相同序列号只会创建一个对象，其它相同序列号反序列化读取对象会将第一次创建的指针返回给它们。 |

#### 10.1.1.4 序列化ID与版本控制

上面我们阐述了序列化号的重要性，并且引入了***serialVersionUID***，我们经常在工具类中特别是JDK提供的工具类中见到serialVersionUID。那么它是做什么的呢？

其实它主要应用于反序列化时，由于我们序列化保存的对象可能会存放很长时间，你在这期间无法保证序列化对象对应的类在这期间是否发生了什么变化，所以就需要一个serialVersionUID来进行一些版本一致性验证检查。

Java的序列化机制是通过判断类的serialVersionUID来验证版本一致性的。在进行反序列化时，JVM会把传来的字节流中的serialVersionUID与本地相应实体类的serialVersionUID进行比较，如果相同就认为是一致的，可以进行反序列化，否则就会出现序列化版本不一致的异常，即是InvalidCastException。在上面House代码中，我们将serialVersionUID字段去掉，然后进行序列化，序列化后，我们改变原有的类结构，添加字段，我们来看看会发生什么吧？

|  |
| --- |
| **public** **class** House **implements** Serializable {  // private static final long serialVersionUID = 1L;  **private** **int** i;  // private String field;  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  House h1 = **new** House();  h1.i = 11;  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("house.out"));//需注释  oos.writeObject(h1);//需注释  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("house.out"));  House h3 = (House) ois.readObject();  System.***out***.println(h3.i);//11  }  } |

我们现在将注释的String字段去掉注释,将序列化代码注释掉,然后进行反序列测试,结果如下:

|  |
| --- |
| Exception in thread "main" java.io.InvalidClassException: cn.yorick.serialization.House; local class incompatible: stream classdesc serialVersionUID = 3109553457046805864, local class serialVersionUID = -1901998781927510664  at java.io.ObjectStreamClass.initNonProxy(ObjectStreamClass.java:687)  at java.io.ObjectInputStream.readNonProxyDesc(ObjectInputStream.java:1880)  at java.io.ObjectInputStream.readClassDesc(ObjectInputStream.java:1746)  at java.io.ObjectInputStream.readOrdinaryObject(ObjectInputStream.java:2037)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1568)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.House.main(House.java:38) |

这是由于此时类发生了变化,所以编译器根据类的状态等因素生成的UID也发生了变化,在反序列化时,根据前后两个UID判断,返现版本发生了改变,所以抛出了无效的类异常。

实现Serialization接口的类建议设置serialVersionUID字段值，如果不设置，那么每次运行时编译器会根据类的内部实现，包括类名、接口名、方法和属性等来自动生成serialVersionUID。如果类的源代码有修改，那么重新编译后serialVersionUID的取值可能会发生变化。因此实现Serialization接口的类一定要显式地定义serialVersionUID属性值。修改类时需要根据兼容性决定是否修改serialVersionUID值：

* 如果是兼容升级，请不要修改serialVersionUID字段，避免反序列化失败。
* 如果是不兼容升级，需要修改serialVersionUID值，避免反序列化混乱。

这里的兼容指的是升级后原有的对象反序列化是否能够正确工作。

有时我们可能想要改变可序列化类的版本（比如源类的对象可能保存在数据库中）。虽然Java支持这种做法，但是那可能只在特殊的情况下才这样做，此外，还需要对它有相当深程度的了解，这里我们就不再做过多赘述。

我们在JDK文档中发现有许多注解是从下面的文字开始的：

警告：该类的序列化对象和未来的Swing版本不兼容。当前对序列化的支持只适用于短期存储或应用之间的RMI。

这是因为Java的版本控制过于简单，因而不能在任何场合都可靠运转，尤其是对JavaBeans更是如此。有关人员正在设法修改这一设计，也就是警告中的相关部分。

#### 10.1.1.5 序列化的控制

前面对序列化的认识都是建立在默认的序列化机制，正如所看到的一样，只要我们按照规范进行，那么默认的序列化机制实际上并不难操控。然而如果我们在序列化的机制中有了自己的特别需要该怎么办呢？如为了安全考虑我们不希望对象的某一部分被序列化，如密码这些敏感数据，或者一个对象被还原后，某子对象需要重新创建，从而不必将子对象序列化。Java提供了很多方式来满足我们这样的需求,下面我们来认识一下,并且能够在以后实际应用中选择出最适合自己的方式。

##### 10.1.1.5.1 Externalizable接口

可通过实现Externalizable接口代替实现Serializable接口来对序列化过程进行控制.这个Externalizable接口继承了Serializable接口,不同于Serializable接口仅仅起到标识作用Externalizable接口增添了两个方法:writeExternal和readExternal。这两个方法会在序列化和反序列化还原的过程中被自动调用，以便执行一些特殊操作。

下面我们来看一下Externalizable接口方法的简单实现。注意Blip1和Blip2除了细微差别以外，几乎完全一致，仔细观察找到区别：

|  |
| --- |
| **public** **class** Blip1 **implements** Externalizable {  **public** Blip1() {  System.***out***.println("Blip1 Constructor");  }  @Override  **public** **void** writeExternal(ObjectOutput out) **throws** IOException {  System.***out***.println("Blip1 writeExternal!");  }  @Override  **public** **void** readExternal(ObjectInput in) **throws** IOException, ClassNotFoundException {  System.***out***.println("Blip1 readExternal!");  }  } |
| **public** **class** Blip2 **implements** Externalizable {  Blip2() {  System.***out***.println("Blip2 Constructor");  }  @Override  **public** **void** writeExternal(ObjectOutput out) **throws** IOException {  System.***out***.println("Blip2 writeExternal!");  }  /\*public Blip2() {  System.out.println("Blip2 Constructor");  }  \*/ @Override  **public** **void** readExternal(ObjectInput in) **throws** IOException, ClassNotFoundException {  System.***out***.println("Blip2 readExternal!");  }  } |
| **public** **class** Blips{  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  System.***out***.println("Constructing objects:");  Blip1 blip1 = **new** Blip1();  Blip2 blip2 = **new** Blip2();  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("Blips.out"));  System.***out***.println("saving objects:");  oos.writeObject(blip1);  oos.writeObject(blip2);  oos.close();  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("Blips.out"));  System.***out***.println("Recovering b1:");  // blip2 = (Blip2) ois.readObject();//注意序列化和反序列化时存放对象和取出对象书序要一致,否则很容易发生ClassCastException  blip1 = (Blip1) ois.readObject();  /\*\*  \* 此时会出现异常 java.io.InvalidClassException: cn.yorick.externalization.Blip2; no valid constructor  \* 这是因为在序列化是调用构造函数,但是Blip2的构造函数不是public的,而可控制序列化需要首先调用公共无参的构造函数,Blip2没有  \* 解决办法是添加一个:公共的无参构造函数  \*/  blip2 = (Blip2) ois.readObject();  }  } |
| Constructing objects:  Blip1 Constructor  Blip2 Constructor  saving objects:  Blip1 writeExternal!  Blip2 writeExternal!  Recovering b1:  Blip1 Constructor  Blip1 readExternal!  Exception in thread "main" java.io.InvalidClassException: cn.yorick.externalization.Blip2; no valid constructor  at java.io.ObjectStreamClass$ExceptionInfo.newInvalidClassException(ObjectStreamClass.java:157)  at java.io.ObjectStreamClass.checkDeserialize(ObjectStreamClass.java:862)  at java.io.ObjectInputStream.readOrdinaryObject(ObjectInputStream.java:2038)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1568)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.externalization.Blips.main(Blips.java:33) |

运行我们发现并没有恢复Blip2对象，并且抛出了无效的类异常。观察发现Blip1和Blip2中不同的地方就在于Blip1的构造函数是公共无参的，而Blip2中的构造是默认权限的，当我们将默认权限升级为公共的时候，在测试会发现是下面的正确结果：

|  |
| --- |
| Constructing objects:  Blip1 Constructor  Blip2 Constructor  saving objects:  Blip1 writeExternal!  Blip2 writeExternal!  Recovering b1:  Blip1 Constructor  Blip1 readExternal!  Blip2 Constructor  Blip2 readExternal! |

实现Externalizable接口恢复序列化的对象会调用对象对应类的默认构造器(无参公共构造器，且只能是该构造函数)。这与恢复一个Serializable对象不同。对于Serializable对象，对象完全以它存储的二进制位为基础来构造，而不调用构造器。而对于一个Externalizable对象，所有普通的默认构造器都会被调用（包括在字段定义时的初始化），然后调用readExternal方法，必须注意这一点--所有默认的构造器都会被调用，才能使Externalizable对象产生正确的行为，所以在通过实现Externalizable接口序列化的时候，如果没有默认的构造器，需要显式的构造它，防止出现上面出现的异常。

下面我们来看一下如何完整保存和恢复一个Externalizable对象：

|  |
| --- |
| **public** **class** Blip3 **implements** Externalizable {  **private** **transient** **int** i;  **private** String s;  **public** Blip3() {  System.***out***.println("Blip3 Constructor");  }  **public** Blip3(**int** i, String s) {  **super**();  System.***out***.println("Blip3(int i, String s)");  **this**.i = i;  **this**.s = s;  }  @Override  **public** **void** writeExternal(ObjectOutput out) **throws** IOException {  System.***out***.println("序列化是会调用该方法,但要注意序列化的数据操作也是在这里控制的");  out.writeObject(s);  out.writeInt(i);  }  @Override  **public** String toString() {  **return** s + i;  }  @Override  **public** **void** readExternal(ObjectInput in) **throws** IOException, ClassNotFoundException {  System.***out***.println("反序列化时调用该方法,需要注意的有两点,第一是反序列化的操作,要在这里实现,第二是反序列化和序列化的顺序要对应!");  s = (String) in.readObject();//如果注释掉这两句,那么反序列化后就是一个字段是初始化值的对象,即s=null i=0  i = in.readInt();  }  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  System.***out***.println("Constructing objects:");  Blip3 blip3 = **new** Blip3(47, "A String");  System.***out***.println(blip3);  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("Blip3.out"));  oos.writeObject(blip3);  oos.close();  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("Blip3.out"));  System.***out***.println("Recovering blip3");  blip3 = (Blip3) ois.readObject();  System.***out***.println(blip3);  }  } |
| Constructing objects:  Blip3(int i, String s)  A String47  序列化是会调用该方法,但要注意序列化的数据操作也是在这里控制的  Recovering blip3  Blip3 Constructor  反序列化时调用该方法,需要注意的有两点,第一是反序列化的操作,要在这里实现,第二是反序列化和序列化的顺序要对应!  A String47 |

代码中s和i只在第二个在构造器中初始化,而不是在默认的构造其中初始化。这意味着假如不在readExternal中初始化s和i，s就会为nul，li就会为0（因为在创建对象的第一步中就会将对象的存储空间清理为0），如果我们注释掉readExternal中的两句对s和i的操作语句,那么救过也会是null和0。

我们如果从一个Externalizable对象继承，通常需要调用基类版本的writeExternal和readExternal来为基类组件完成恰当的存储和恢复功能。

因此，为了正常运行，我们不仅需要在writeExternal方法(没有任何默认行为来为Externalizable对象写入任何成员对象)中将来自对象的重要信息写入,还必须在readExternal方法中恢复数据。起先，可能会有一点迷惑，因为Externalizable对象的默认构造行为使其看起来似乎像某种自动发生的存储与恢复操作，实际上并非如此。

注意：可以同时实现Externalizable接口和Serializable接口，但是在实际序列化和反序列化时，仍然是通过调用实现Externalizable的方式来解决的，这个我们要注意。

总结;Externalizable对象中的共有writeExternal和readExternal方法对包括超类数据在内的整个对象的存储和恢复负全责。在写出对象的时候，序列化机制在输出流中仅仅只是记录该对象所属的类。在读入可外部化的类时，对象输入流将用无参构造器创建一个对象，然后调用readExternal方法。

##### 10.1.1.5.2 transient（瞬时关键字）

当我们对序列化进行控制时,可能某个特定子对象不想让Java的序列化机制自动保存和恢复.如果子对象表示的是我们不希望将其序列化的敏感信息（如密码），通常就会面临这种情况。即使对象中的这些信息是private属性，已经序列化处理，人们就可以通过读取文件或者拦截网络传输的方式来访问到它，这本身也是对封装的巨大破坏，是安全的巨大漏洞。

上面我们的Externalizable接口已经可以满足我们这个需求，但是Externalizable对象，没有任何东西可以自动序列化，并且可以在writeExternal内部只对所需部分进行显式的初始化。然而，如果我们正在操作的是一个Serializable对象，那么所有的序列化操作都是自动进行的。为了能够予以控制，可以使用transient（瞬时关键字）逐个字段的关闭序列化，它的意思是“不用麻烦你保存或者恢复数据-我自己会处理的”，如下面这个例子，假设某个Logon对象保存某个特定的登录会话信息，登录的合法性经过校验后，我们把数据保存下来，但是不包括敏感型的密码，为做到这一点最简单的方法就是实现Serializable，让其自动完成，且将password字段设置为transient，下面是具体代码：

|  |
| --- |
| **public** **class** Logon **implements** Serializable {  **private** Date date = **new** Date();  **private** String username;  **private** **transient** String password;  **public** Logon(String username, String password) {  **super**();  **this**.username = username;  **this**.password = password;  }  @Override  **public** String toString() {  **return** "Logon info: \n username: " + username +  "\n date: " + date + "\n password: " + password;  }  **public** **static** **void** main(String[] args) **throws** FileNotFoundException, IOException, ClassNotFoundException {  Logon logon = **new** Logon("Yorick", "guess");  System.***out***.println("logon logon = " + logon);  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("Logon.out"));  oos.writeObject(logon);  oos.close();  ObjectInputStream ois = **new** ObjectInputStream(**new** FileInputStream("Logon.out"));  System.***out***.println("recocering object at " + **new** Date());  logon = (Logon) ois.readObject();  System.***out***.println("logon logon = " + logon);  }  } |
| logon logon = Logon info:  username: Yorick  date: Sun Jan 06 13:09:06 CST 2019  password: guess  recocering object at Sun Jan 06 13:09:06 CST 2019  logon logon = Logon info:  username: Yorick  date: Sun Jan 06 13:09:06 CST 2019  password: null |

可以看到Date和Username域是一般的,没有transient修饰的,所以它们会被自动序列化,而password是transient的,所以不会被自动保存到硬盘；另外，自动序列化机制也不会尝试去恢复它。当对象被恢复时，password域就会变成null。这里需要注意的是，虽然toString是用重载后的+操作符来连接String对象的，但是null引用会被自动装换成字符串null，这是StringBuilder的append方法决定的，如下源码：

我们还可以发现Date字段被存储到了磁盘并从磁盘上被恢复了出来，并且没有再重新生成。

由于Externalizable对象在默认情况下不保存它们的任何字段，所以transient关键字只能和Serializable对象一起使用。但是Externalizable对象中使用transient字段并不会出现编译和运行报错，但是这样没有丝毫意义，所以也不建议这么做。

当然这里将Serializable对象实现Externalizable也是可以满足需求的，但是对比就会发现，实现Externalizable的话，我们需要自己重写方法，增加代码量，而通过transient关键字，Serializable能更好的帮助我们自动完成序列化和反序列化，所以这里transient关键字更加适合。

##### 10.1.1.5.3 Externalizable的替代方案

如果，我们并不是特别坚持通过实现Externalizable接口的方式来实现序列化控制，那么Java还提供了一种方法，我们仍然可以通过实现Serializable接口来完成序列化控制，并添加writeObject和readObject方法，注意这里说的是添加而非覆盖或者实现（因为Serializable接口仅仅只是标识接口，并没有抽象方法来给我们实现或覆盖），这样一旦对象被序列化或者反序列化还原，就会自动地分别调用这两个方法。也就是说。只要我们提供了这两个方法，就会使用它们而不是默认的序列化机制。但是Java也要求这些方法具有特别的方法签名：

|  |
| --- |
| **private** **void** writeObject(ObjectOutputStream out) **throws** IOException {}  **private** **void** readObject(ObjectInputStream in) **throws** IOException {} |

从设计的观点来看，现在事情变得有些不可思议。首先，我们可能会认为由于这些方法不是基类或者Serializable接口的一部分，所以应该在它们自己的接口中进行定义。但是注意它们被定义成了private，这意味着它们仅能被这个类的其他成员调用。然而，实际上我们并没有从这个类的其它方法中调用它们。而是ObjectOutputStream和ObjectInputStream对象的writeObject和readObject方法调用你的对象的writeObject和readObject方法（注意这里用到的相同的方法名，我们不要去过分关注它，这种设计显得混乱，并不十分好）。我们想知道的可能是ObjectOutputStream和ObjectInputStream对象是怎么访问你的类中的private方法的。我们只能假设这正是序列化的神奇之处了。

在接口中定义的所有东西自动都是public的，因此如果writeObject和readObject必须是private的，那么它们不会是接口的一部分。因为我们必须要完全遵循其方法特征签名，所以其效果就和实现了接口一样。

在调用ObjectOutputStream.writeObject时，会检查所传递的Serializable对象，看看是否实现了它自己的writeObject。如果是这样，就跳过正常的序列化过程并调用它的writeObject（），readObject的情形与此相同。

还有另外一个技巧是，在你的writeObject内部，可以调用defaultWriteObject（）来选择执行默认的writeObject。类似的，在readObject内部，我们可以调用defaultReadObject（），下面这个例子就演示了如何对一个Serializable对象的存储和恢复就行控制。

|  |
| --- |
| **public** **class** SerialCtl **implements** Serializable {  **private** String a;  **private** **transient** String b;//我们知道transient修饰的成员是不能被实例化的,但是我们可以通过重写序列化方法,来使得该成员也可以被序列化  **public** SerialCtl(String a, String b) {  **super**();  **this**.a = "Not Transient : " + a;  **this**.b = "Transient : " + b;  }  @Override  **public** String toString() {  // **TODO** Auto-generated method stub  **return** a + "\n" + b;  }  //注意重写序列化和反序列化方法的发签名特征是固定的  **private** **void** writeObject(ObjectOutputStream out) **throws** IOException {  //若将下面序列化,则将会将transient修饰的成员序列化,注释后不序列化  out.writeObject(b);  out.defaultWriteObject();  }  **private** **void** readObject(ObjectInputStream in) **throws** ClassNotFoundException, IOException {    //若下面依据注释,那么不会读出  // b = (String) in.readObject();  in.defaultReadObject();  }  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  SerialCtl ctl = **new** SerialCtl("Test1", "Test2");  System.***out***.println("Before:\n" + ctl);  ByteArrayOutputStream bos = **new** ByteArrayOutputStream();  ObjectOutputStream oos = **new** ObjectOutputStream(bos);  oos.writeObject(ctl);  ObjectInputStream ois = **new** ObjectInputStream(**new** ByteArrayInputStream(bos.toByteArray()));  SerialCtl ctl2 = (SerialCtl) ois.readObject();  System.***out***.println("After:\n" + ctl2);  }  } |
| **将注释去掉运行结果如下：**  Before:  Not Transient : Test1  Transient : Test2  After:  Not Transient : Test1  Transient : Test2 |

上面的例子中，有一个String字段是普通字段，而另一个是transient字段，用来证明非transient字段是由defaultWriteObject方法保存,而transient字段必须在程序中明确保存和恢复。字段是在构造器内部而不是在定义处进行初始化的，以此可以证实它们在反序列化还原期间没有被一些自动化机制初始化。即反序列化并非是由构造函数构造的。实际上同普通Serializable对象一样，反序列化也是通过文件直接构造对象，而不是通过调用构造器，不同的是具有可控序列化的Serializable对象是通过自己类中的readObject方法来进行反序列化的，

如果我们打算使用默认机制写入对象的非transient部分，那么必须调用defaultWriteObject（）作为writeObject中的第一个操作，并让defaultReadObject（）作为readObject中的第一个操作（实际上测试发现，并非一定要让default方法在第一行，但一定要注意序列化和反序列化的对应顺序，但我们仍建议将其放在第一行），这些在我们看来都是奇怪的方法调用。例如，如果我们正在为ObjectOutputStream调用defaultWriteObject（）且没有传递任何参数，然而不知何故它却能运行，并且知道对象的引用以及如何写入非transient部分。这看起来奇怪之极。

对transient对象的存储和恢复使用了我们比较熟悉的代码。请再考虑一下在这里所发生的事情。在main中，创建SerialCtl 对象，并且将其序列化到ObjectOutputStream（注意这里使用的是字节缓冲区，而不是文件，不过对于输出流来说它们只是输出的一个目的地，并没有太大的区别）。真正的序列化发生在下面这行代码当中：

|  |
| --- |
| oos.writeObject(ctl); |

writeObject方法必须检查ctl，判断它是否拥有自己的writeObject方法（不是检查接口，这里根本就没有接口，也不是检查类的类型，而是利用反射来真正的搜索方法）。如果有，那么就会使用它。对readObject也采用类似的方法。或许这是解决这个问题的唯一切实可行的方法，但它确实有点古怪。

|  |
| --- |
| 注意：如果在类中写自己的writeObject和readObject的时候，方法签名一定要是规定的方法签名，如果不同，那么并不会被序列化和反序列化认为是规范中可以被调用的，我们举例如下：   * 当writeObject是public的时候，而readObject不变时，此时测试如下：   Before:  Not Transient : Test1  Transient : Test2  Exception in thread "main" java.io.OptionalDataException  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1529)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.override.SerialCtl.readObject(SerialCtl.java:42)  at sun.reflect.NativeMethodAccessorImpl.invoke0(Native Method)  at sun.reflect.NativeMethodAccessorImpl.invoke(NativeMethodAccessorImpl.java:62)  at sun.reflect.DelegatingMethodAccessorImpl.invoke(DelegatingMethodAccessorImpl.java:43)  at java.lang.reflect.Method.invoke(Method.java:498)  at java.io.ObjectStreamClass.invokeReadObject(ObjectStreamClass.java:1158)  at java.io.ObjectInputStream.readSerialData(ObjectInputStream.java:2173)  at java.io.ObjectInputStream.readOrdinaryObject(ObjectInputStream.java:2064)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1568)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.override.SerialCtl.main(SerialCtl.java:53)   * 当writeObject是private，而readObject是public的时候，那么此时发现：   Before:  Not Transient : Test1  Transient : Test2  After:  Not Transient : Test1  Null   * 当两个方法都为public时，那么此时发现   Before:  Not Transient : Test1  Transient : Test2  After:  Not Transient : Test1  null |

我们来分析上面三种情况，第一种情况，当序列化时，ObjectOutputStream从当前类查看是否有符合规范的writeObject方法，由于此时writeObject方法签名不符合，所以调用Serializable的默认序列化机制，此时生成的持久化对象文件中只存放了对象中非transient字段的成员，所以在readObject时由于b = (String) in.readObject();并没有该字段，所以报错，我们如果将该条语句注释，那么结果会是下面这样

|  |
| --- |
| Before:  Not Transient : Test1  Transient : Test2  After:  Not Transient : Test1  null |

第二种情况，我么在序列化时，由于本类中有符合条件的writeObject方法，所以使用该方法进行序列化，但是反序列化时使用的是Serializable的默认反序列化机制，所以默认transient字段会被赋值为null，并且当我们尝试从持久化对象文件中读取写入的String字段时，也会出现如下错误：

|  |
| --- |
| ObjectInputStream ois = **new** ObjectInputStream(**new** ByteArrayInputStream(bos.toByteArray()));  SerialCtl ctl2 = (SerialCtl) ois.readObject();  String b = (String) ois.readObject();  System.***out***.println("After:\n" + ctl2);  System.***out***.println(b); |
| Before:  Not Transient : Test1  Transient : Test2  Exception in thread "main" java.io.EOFException  at java.io.ObjectInputStream$BlockDataInputStream.peekByte(ObjectInputStream.java:2954)  at java.io.ObjectInputStream.readObject0(ObjectInputStream.java:1535)  at java.io.ObjectInputStream.readObject(ObjectInputStream.java:428)  at cn.yorick.serialization.override.SerialCtl.main(SerialCtl.java:54) |

在第三种情况中，实际序列化和反序列化都是采用Serializable的默认形式；

由此可见，如果我们想通过Serializable提供的可控制的序列化机制，那么遵循其独有的方法签名是关键。

#### 10.1.1.6 使用持久性

一个比较诱人的使用序列化技术的想法是:存储程序的一些状态,以便我们随后可以很容易地将程序恢复到当前状态。但是在我们能够这样做之前，必须回答几个问题。如果我们将两个对象--它们都具有指向第三个对象的引用---进行序列化，会发生什么情况呢？当我们从它们的序列化状态恢复这两个对象时，第三个对象会只出现一次吗？如果将这两个对象序列化成独立的文件，然后在代码的不同部分对它们进行反序列化还原，又会怎么样呢？

下面这个例子就是为了说明上述问题：

|  |
| --- |
| **public** **class** House **implements** Serializable {} |
| **public** **class** Animal **implements** Serializable {  **private** String name;  **private** House preferredHouse;  **public** Animal(String nm, House h) {  **super**();  **this**.name = nm;  **this**.preferredHouse = h;  }  @Override  **public** String toString() {  // **TODO** Auto-generated method stub  **return** name + "[" + **super**.toString() + "], " + preferredHouse + "\n";  }  } |
| **public** **class** MyWorld {  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  House house = **new** House();  List<Animal> animals = **new** ArrayList<>();  animals.add(**new** Animal("Bosco the dog", house));  animals.add(**new** Animal("Ralph the hamster", house));  animals.add(**new** Animal("Molly the cat", house));  System.***out***.println("animals: " + animals);  ByteArrayOutputStream bos1 = **new** ByteArrayOutputStream();  ObjectOutputStream oos1 = **new** ObjectOutputStream(bos1);  oos1.writeObject(animals);  oos1.writeObject(animals);  // System.***out***.println(bos1.size());  // oos1.writeObject(animals);  // System.***out***.println(bos1.size());  // animals.add(**new** Animal("Molly the cats", house));  // System.out.println(animals);  // oos1.writeObject(animals);  // System.***out***.println(bos1.size());  ByteArrayOutputStream bos2 = **new** ByteArrayOutputStream();  ObjectOutputStream oos2 = **new** ObjectOutputStream(bos2);  oos2.writeObject(animals);  ObjectInputStream ois1 = **new** ObjectInputStream(**new** ByteArrayInputStream(bos1.toByteArray()));  //我们在这里改变了对象,并且重新序列化,反序列化后发现对象是变化前的对象,这是由于序列化机制,序列化时会  //判断序列化的对象是否为同一个对象,判断依据是内存地址,如果相同那么只会序列化一次,  //这也就是为什么我们重复序列化同一个对象,重复读取后是一样的,因为序列化后的文件中只有一份  ObjectInputStream ois2 = **new** ObjectInputStream(**new** ByteArrayInputStream(bos2.toByteArray()));  List<Animal> animals1 = (List<Animal>) ois1.readObject();  List<Animal> animals2 = (List<Animal>) ois1.readObject();  // List<Animal> animals4 = (List<Animal>) ois1.readObject();  List<Animal> animals3 = (List<Animal>) ois2.readObject();  // List<Animal> animals5 = (List<Animal>) ois1.readObject();  System.***out***.println("animals1: " + animals1);  System.***out***.println("animals2: " + animals2);  System.***out***.println("animals3: " + animals3);  // System.***out***.println("animals4: " + animals4);  // System.***out***.println("animals5: " + animals5);  }  } |
| animals: [Bosco the dog[cn.yorick.serialization.Animal@7852e922], cn.yorick.serialization.House@4e25154f  , Ralph the hamster[cn.yorick.serialization.Animal@70dea4e], cn.yorick.serialization.House@4e25154f  , Molly the cat[cn.yorick.serialization.Animal@5c647e05], cn.yorick.serialization.House@4e25154f  ]  animals1: [Bosco the dog[cn.yorick.serialization.Animal@378bf509], cn.yorick.serialization.House@5fd0d5ae  , Ralph the hamster[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@5fd0d5ae  , Molly the cat[cn.yorick.serialization.Animal@16b98e56], cn.yorick.serialization.House@5fd0d5ae  ]  animals2: [Bosco the dog[cn.yorick.serialization.Animal@378bf509], cn.yorick.serialization.House@5fd0d5ae  , Ralph the hamster[cn.yorick.serialization.Animal@2d98a335], cn.yorick.serialization.House@5fd0d5ae  , Molly the cat[cn.yorick.serialization.Animal@16b98e56], cn.yorick.serialization.House@5fd0d5ae  ]  animals3: [Bosco the dog[cn.yorick.serialization.Animal@7ef20235], cn.yorick.serialization.House@27d6c5e0  , Ralph the hamster[cn.yorick.serialization.Animal@4f3f5b24], cn.yorick.serialization.House@27d6c5e0  , Molly the cat[cn.yorick.serialization.Animal@15aeb7ab], cn.yorick.serialization.House@27d6c5e0  ] |

这里有一件有趣的事:我们可以通过一个字节数组来使用对象序列化,从而实现对任何可Serializable对象的深度复制--深度复制意味着我们复制的是整个对象网,而不仅仅是基本对象及其引用。

在这个例子中，Animal对象包含有House类型的字段。在main方法中，创建一个Animal列表并将其两次序列化，分别送至不同的流。当其被反序列化还原并被打印时，我们可以看到所示的执行某次运行后的结果（每次运行时，对象将会处在不同的内存地址，但同一个对象的在同一个流的两次序列化后，反序列化后内存中是一个内存地址，两次反序列化得到的对象都指向这个内存地址）。

当然，我们期望这些反序列化还原后的对象地址与原来的地址不同。但请注意，在animals1和animals2中出现了相同的地址，包括二者共享的那个原来指向House对象的引用。另一方面，当恢复animals3时，系统无法知道另一个流内的对象是第一个流内对象的别名，因此它会产生完全不同的对象网。

只要将任何对象序列化到单一流中，就可以恢复出与我们写出时一样的对象网，并且没有任何意外重复复制出的对象。当然，我们可以在写出第一个对象和写出最后一个对象期间改变这些对象的状态，但是这是我们自己的事情；无论对象在被序列化时出于什么状态（无论它们和其它对象有什么样的连接关系），它们都可以被写出。

如果我们想保存系统状态，最安全的做法是将其作为“原子”操作进行序列化。如果我们序列化了某些东西，再去做其他一些工作，再来序列化更多的东西，如此等等，那么将无法安全的保存系统状态。取而代之的是，将构成系统状态的所有对象都置入单一容器内，并在一个操作中将该容器直接写出。然后同样只需一次方法调用，既可以将其恢复。

下面这个例子是一个想象中的计算机辅助设计（CAD）系统，该例演示了这一方法。此外还引入了static字段的问题;如果我们查看JDK文档,就会发现Class是Serializable的,因此只需直接对Class对象序列化,就可以很容易保存static字段。在任何情况下这都是一种明智的做法。

|  |
| --- |
| **public** **abstract** **class** Shape **implements** Serializable{  **public** **static** **final** **int** ***RED*** = 1, ***BLUE*** = 2, ***GREEN*** = 3;  **private** **int** xPos, yPos, dimension;  **private** **static** Random *random* = **new** Random(47);  **private** **static** **int** *counter* = 0;  **public** **abstract** **void** setColor(**int** newColor);  **public** **abstract** **int** getColor();  **public** Shape(**int** xPos, **int** yPos, **int** dimension) {  **super**();  **this**.xPos = xPos;  **this**.yPos = yPos;  **this**.dimension = dimension;  }  @Override  **public** String toString() {  **return** getClass() + "color[" + getColor() + "] xPos[" +  xPos + "] yPos[" + yPos + "] dim[" + dimension + "]\n";  }  **public** **static** Shape randomFactory() {  **int** xVal = *random*.nextInt(100);  **int** yVal = *random*.nextInt(100);  **int** dimension = *random*.nextInt(100);  **switch** (*counter*++ % 3) {  **case** 0: **return** **new** Circle(xVal,yVal,dimension);  **case** 1: **return** **new** Square(xVal,yVal,dimension);  **case** 2: **return** **new** Line(xVal,yVal,dimension);  }  **return** **null**;  }  } |
| **public** **class** Circle **extends** Shape {  **private** **static** **int** *color* = ***RED***;  **public** Circle(**int** xPos, **int** yPos, **int** dimension) {  **super**(xPos, yPos, dimension);  }  @Override  **public** **void** setColor(**int** newColor) {  **this**.*color* = newColor;  }  @Override  **public** **int** getColor() {  **return** *color*;  }  } |
| **public** **class** Square **extends** Shape {  **private** **static** **int** *color*;  **public** Square(**int** xPos, **int** yPos, **int** dimension) {  **super**(xPos, yPos, dimension);  *color* = ***RED***;  }  @Override  **public** **void** setColor(**int** newColor) {  *color* = newColor;  }  @Override  **public** **int** getColor() {  **return** *color*;  }  } |
| **public** **class** Line **extends** Shape {  **private** **static** **int** *color* = ***RED***;  **public** **static** **void** serializeStaticState(ObjectOutputStream out) **throws** IOException {  out.writeInt(*color*);  }  //怎么序列化静态成员  **public** **static** **void** deserializeStaticState(ObjectInputStream os) **throws** IOException {  *color* = os.readInt();  }  **public** Line(**int** xPos, **int** yPos, **int** dimension) {  **super**(xPos, yPos, dimension);  }  @Override  **public** **void** setColor(**int** newColor) {  *color* = newColor;  }  @Override  **public** **int** getColor() {  // **TODO** Auto-generated method stub  **return** *color*;  }  } |
| **public** **class** StoreCADState {  **public** **static** **void** main(String[] args) **throws** IOException {  List<Class<? **extends** Shape>> shapeTypes = **new** ArrayList<>();  shapeTypes.add(Circle.**class**);  shapeTypes.add(Square.**class**);  shapeTypes.add(Line.**class**);  List<Shape> shapes = **new** ArrayList<>();  **for** (**int** i = 0; i < 10; i++) {  shapes.add(Shape.*randomFactory*());  }  **for** (**int** i = 0; i < 10; i++) {  shapes.get(i).setColor(Shape.***GREEN***);  }  ObjectOutputStream oos = **new** ObjectOutputStream(**new** FileOutputStream("CADState.out"));  oos.writeObject(shapeTypes);  Line.*serializeStaticState*(oos);  oos.writeObject(shapes);  System.***out***.println(shapes);  }  } |
| [class cn.yorick.serialization.Circlecolor[3] xPos[58] yPos[55] dim[93]  , class cn.yorick.serialization.Squarecolor[3] xPos[61] yPos[61] dim[29]  , class cn.yorick.serialization.Linecolor[3] xPos[68] yPos[0] dim[22]  , class cn.yorick.serialization.Circlecolor[3] xPos[7] yPos[88] dim[28]  , class cn.yorick.serialization.Squarecolor[3] xPos[51] yPos[89] dim[9]  , class cn.yorick.serialization.Linecolor[3] xPos[78] yPos[98] dim[61]  , class cn.yorick.serialization.Circlecolor[3] xPos[20] yPos[58] dim[16]  , class cn.yorick.serialization.Squarecolor[3] xPos[40] yPos[11] dim[22]  , class cn.yorick.serialization.Linecolor[3] xPos[4] yPos[83] dim[6]  , class cn.yorick.serialization.Circlecolor[3] xPos[75] yPos[10] dim[42]  ] |

**Shape类实现了Serializable，所以任何自Shape继承的类也都会自动是Serializable的**。每个Shape都含有数据，而且每个派生自Shape的类都包含一个static字段，用来确定各种Shape类型的颜色（如果将static字段置入基类，只会产生一个static字段，因为static字段不能在派生类中复制，static字段相对是全局共享的，而非实例私有的）。可对基类中的方法进行重载，以便为不同的类型设置颜色（static方法不会动态绑定，所以这些都是普通的方法）。每次调用randomFactory（）方法时，它都会使用不同的随机数作为Shape的数据，从而重建不同的Shape。

在main中，一个ArrayList用于保存Class对象，而另一个用于保存几何形状。

|  |
| --- |
| **public** **class** RecoverCADState {  @SuppressWarnings({ "unused", "unchecked" })  **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  ObjectInputStream in = **new** ObjectInputStream(**new** FileInputStream("CADState.out"));  List<Class<? **extends** Shape>> shaperTypes = (List<Class<? **extends** Shape>>) in.readObject();//此时内存中已经有了类对象了,类一经加载  Line.*deserializeStaticState*(in);  List<Shape> shapes = (List<Shape>) in.readObject();  System.***out***.println(shapes);  }  } |
| [class cn.yorick.serialization.Circlecolor[1] xPos[58] yPos[55] dim[93]  , class cn.yorick.serialization.Squarecolor[0] xPos[61] yPos[61] dim[29]  , class cn.yorick.serialization.Linecolor[3] xPos[68] yPos[0] dim[22]  , class cn.yorick.serialization.Circlecolor[1] xPos[7] yPos[88] dim[28]  , class cn.yorick.serialization.Squarecolor[0] xPos[51] yPos[89] dim[9]  , class cn.yorick.serialization.Linecolor[3] xPos[78] yPos[98] dim[61]  , class cn.yorick.serialization.Circlecolor[1] xPos[20] yPos[58] dim[16]  , class cn.yorick.serialization.Squarecolor[0] xPos[40] yPos[11] dim[22]  , class cn.yorick.serialization.Linecolor[3] xPos[4] yPos[83] dim[6]  , class cn.yorick.serialization.Circlecolor[1] xPos[75] yPos[10] dim[42]  ] |

可以看出，xPos、yPos以及dim的值都被成功的保存和恢复了，但是对static信息的读取却出现了问题。所有读回的颜色应该都是“3”，但是真实情况却并非如此。Circle的值是1（定义为RED），而Square的值是0（记住，它们是在构造器中被初始化的）。看上去似乎static数据根本没有被序列化！确实如此--**尽管Class类是Serializable的，但它却不能按我们所期望的方式运行。所以加入想序列化static值，必须自己动手去实现**。

这正是Line中的serializeStaticState和deserializeStaticState两个static方法的用途。可以看到，它们是作为存储和读取过程的一部分被显式的调用。（注意必须维护写入序列化文件和从该文件中读回的顺序。）因此，为了使CADState.java正确运转起来,我们必须:

* 为几何形状添加serializeStaticState和deserializeStaticState两个方法;
* 移除ArrayList shapeTypes以及与之相关的所有代码
* 在几何形状内添加对新的序列化和反序列化还原静态方法的调用。

另一个要注意的问题是安全，因为序列化也会将private数据保存下来。如果你关心安全问题，那么应将其标记成transient。但是这之后，还必须设计一种安全的保存信息的方法，以便在执行时可以复位那些private变量。

#### 10.1.1.7 序列化与clone

序列化机制提供了一种很有趣的用法:既提供了一种克隆对象的简便途径,只要对应的类是可序列化的即可。其做法很简单：直接将对象序列化到输出流中，然后将其读回。这样产生的新对象是对现有对象的一个深拷贝（deep copy）。在此过程中，我们不必将对象写到文件中，因为可以用ByteArrayOutputStream将数据保存在字节数组中。

正如下面代码所示，要想得到clone方法，只需扩展SerialClone类，这样就完事了：

|  |
| --- |
| **public** **class** SerialCloneTest **implements** Cloneable, Serializable {  **private** **static** **final** **long** ***serialVersionUID*** = 1L;  **public** **static** **void** main(String[] args) **throws** CloneNotSupportedException {  Employee2 harry = **new** Employee2("Harry Hacker", 35000, 1989, 10, 1);  Employee2 harry2 = (Employee2)harry.clone();  harry.raiseSalary(10);  System.***out***.println(harry);  System.***out***.println(harry2);  }  }  **class** SerialClonable **implements** Cloneable,Serializable{  @Override  **protected** Object clone() **throws** CloneNotSupportedException {  ByteArrayOutputStream bos = **new** ByteArrayOutputStream();  ObjectOutputStream oos;  **try** {  oos = **new** ObjectOutputStream(bos);  oos.writeObject(**this**);  } **catch** (IOException e1) {  // **TODO** Auto-generated catch block  e1.printStackTrace();  }  **try** {  ObjectInputStream ois = **new** ObjectInputStream(**new** ByteArrayInputStream(bos.toByteArray()));  **return** ois.readObject();  } **catch** (IOException e) {  // **TODO** Auto-generated catch block  e.printStackTrace();  } **catch** (ClassNotFoundException e) {  CloneNotSupportedException e2 = **new** CloneNotSupportedException();  e2.initCause(e);//将此throwable的原因初始化为指定值  **throw** e2;  }  **return** **null**;  }  } |
| **public** **class** Employee2 **extends** SerialClonable **implements** Serializable{  **private** String name;  **private** **double** salary;  **private** LocalDate hireDay;  **public** Employee2() {}  **public** Employee2(String n, **double** s, **int** year, **int** month, **int** day){  name = n;  salary = s;  hireDay = LocalDate.*of*(year, month, day);  }  **public** String getName(){  **return** name;  }  **public** **double** getSalary() {  **return** salary;  }  **public** LocalDate getHireDay(){  **return** hireDay;  }  **public** **void** raiseSalary(**double** byPercent){  **double** raise = salary \* byPercent / 100;  salary += raise;  }  **public** String toString() {  **return** getClass().getName()  + "[name=" + name  + ",salary=" + salary  + ",hireDay=" + hireDay  + "]";  }  } |
| cn.yorick.serialization.Employee2[name=Harry Hacker,salary=38500.0,hireDay=1989-10-01]  cn.yorick.serialization.Employee2[name=Harry Hacker,salary=35000.0,hireDay=1989-10-01] |

我们应该当心这个方法，尽管它很灵活，但是他通常会比显式的构建新对象并复制或克隆数据域的克隆方法慢得多。

#### 10.1.1.8 ObjectOutputStream与ObjectInputStream

前面我们系统的学习了Java原生的序列化，这节我们简单介绍一下用于对象序列化的两个流。ObjectOutputStream和ObjectInputStream是用于写读序列化的对象。Java中提供了另外两个流DataOutputStream和DataInputStream，这两个类可以实现基本数据类型与字符串的输出和输入。而ObjectInputStream和ObjectOutputStream除了读写对象外，也支持对基本数据类型和字符串的读写。由于ObjectOutputStream和ObjectInputStream类包含DataOutputStream和DataInputStream的所有功能，所以**完全可以用ObjectInputStream和ObjectOutputStream类来代替DataOutputStream和DataInputStream。**

ObjectInputStream扩展InputStream类，并实现接口ObjectInput和ObjectStreamConstants，ObjectInput是DataInput的子接口。ObjectStreamConstants包含支持ObjectInputStream和ObjectOutputStream类所用的常量。下面是以ObjectInputStream为例的类关系图。
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我们可以向数据输出流中写多个数据，但是要求读数据的时候要按照写入的顺序来读取。读取返回的都是Object，为了得到所需的类型，必须使用java安全的类型转换。

readObject方法可能会抛出一个ClassNotFoundException。这是因为Java虚拟机恢复一个对象时，如果没有架子啊该对象所在的类，就应该先加载这个类。而且由于ClassNotFoundException是一个必检异常，所以，在方法中应该明处处理或者抛出。

当存储一个可序列化对象时，会对该对象的类进行编码。编码包括类名、类的签名、对象实例变量的值以及该对象引用的任何其他对象的闭包，但是不存储对象静态变量的值，如需保存，需要在自己的静态方法中进行处理。

需要注意的一个小问题是：如果序列化两个同样类型的对象，它们并不一定会占用相同的空间，如String，变长字符串类型相同，但占用空间是不同的。

#### 10.1.1.9 序列化单例和类型安全的枚举

在序列化和反序列化时，如果目标对象是唯一的，那么你必须加倍当心了，这通常会在实现单例和类型安全的枚举时发生。

如果你使用Java的enum结构，那么你就不必担心序列化，他能正常工作。但是，假如你在维护遗留代码，其中包含下面这样的枚举类型：

|  |
| --- |
| **public** **class** Orientation {  **public** **static** **final** Orientation ***HORIZONTAL*** = **new** Orientation(1);  **public** **static** **final** Orientation ***VERTICAL*** = **new** Orientation(2);  **private** **int** value;  **private** Orientation(**int** v) {  value = v;  }  } |

这种风格在枚举被添加到Java语言中之前是很普遍的。注意：其构造器是私有的。因此，不可能创建出超出Orientation.HORIZONTAL和Origination.VERTICAL之外的对象。特别是，你可以使用==操作符来测试对象的等同性：

|  |
| --- |
| If(orientation == Orientation.HORIZONTAL)....... |

当类型安全的枚举实现接口Serializable时,你必须牢记存在着一种重要的变化,此时,默认的序列化机制时不适用的.假如我们写出一个Orientation类型的值,并再次将其读回:

|  |
| --- |
| **public** **static** **void** main(String[] args) **throws** IOException, ClassNotFoundException {  Orientation original = Orientation.***HORIZONTAL***;  ByteArrayOutputStream bos = **new** ByteArrayOutputStream();  ObjectOutputStream oos = **new** ObjectOutputStream(bos);  oos.writeObject(original);  oos.close();  ObjectInputStream ois = **new** ObjectInputStream(**new** ByteArrayInputStream(bos.toByteArray()));  Orientation orientation = (Orientation) ois.readObject();  **if**(orientation != original) {  System.***out***.println("枚举类型受到破坏");  }  System.***out***.println("end");  } |
| 枚举类型受到破坏  end |

实际上orientation 是Orientation类的一个全新的对象,它和任何预定义的常量都不等同。既使构造器是私有的，序列化机制也可以创建新的对象！

为了解决这个问题，你需要定义另一种称为readResolve的特殊序列化方法。如果定义了readResolve方法，在对象被序列化之后就会调用它。它必须返回一个对象，而该对象之后会成为readResolve的返回值。我们下面来改写上面的代码：

|  |
| --- |
| **protected** Object readResolve() **throws** ObjectStreamException{  **if**(value == 1) **return** Orientation.***HORIZONTAL***;  **if** (value == 2) **return** Orientation.***VERTICAL***;  **return** **null**;  } |

此时进行测试发现测试结果是end，证明的确起到了保护枚举的作用，单例同枚举的操作是相同的。

注意：记住向遗留代码中所有类型安全的枚举以及向所有支持单例设计模式的类中添加readResolve方法。

#### 10.1.1.10 序列化与继承

在前面，实际上我们已经多次提到过子类继承父类，如果父类时Serializable的，那么子类也会继承Serializable，这节我们详细说一下，并探讨一些应该注意的问题。

正常的子父类都实现Serializable我们就不在讨论，也都知道直接，我们要说的是在子父类中，如果父类没有实现Serializable，而子类实现序列化，那么此时会出现什么情况呢？

|  |
| --- |
| **public** **class** Collar **implements** Serializable{  **private** **int** size;  **private** String color;  **public** Collar(**int** size, String color) {  **super**();  **this**.size = size;  **this**.color = color;  }  **public** **int** getSize() {  **return** size;  }  **public** **void** setSize(**int** size) {  **this**.size = size;  }  **public** String getColor() {  **return** color;  }  **public** **void** setColor(String color) {  **this**.color = color;  }  @Override  **public** String toString() {  // **TODO** Auto-generated method stub  **return** getSize() + getColor();  }  } |
| **public** **class** Dog{  String name ; //狗的名字  Collar collar; //狗的类型  **public** Dog() {  **super**();  System.***out***.println("父类的无参构造!");  }  **public** String getName() {  **return** name;  }  **public** **void** setName(String name) {  **this**.name = name;  }  **public** Collar getCollar() {  **return** collar;  }  **public** **void** setCollar(Collar collar) {  **this**.collar = collar;  }  @Override  **public** String toString() {  **return** getName() + "是" + getCollar();  }  } |
| **public** **class** Cibotium **extends** Dog **implements** Serializable{  **public** Cibotium() {  System.***out***.println("运行!");  }  **private** **static** **final** **long** ***serialVersionUID*** = 1L;  **public** **static** **void** main(String[] args){  Cibotium cibotium = **new** Cibotium();  cibotium.setCollar(**new** Collar(8, "golden"));  cibotium.setName("暖男");  **try** {  FileOutputStream fileOutputStream = **new** FileOutputStream("cibotium");  ObjectOutputStream os = **new** ObjectOutputStream(fileOutputStream);  os.writeObject(cibotium);  os.close();  } **catch** (Exception e) {  e.printStackTrace();  }  **try** {  FileInputStream fis = **new** FileInputStream("cibotium");  ObjectInputStream ois = **new** ObjectInputStream(fis);  Object object = ois.readObject();  Cibotium cibotium2 = (Cibotium) object;  ois.close();  System.***out***.println("序列化对象和反序列化的对象是否是同一个对象:" + (cibotium == cibotium2));  System.***out***.println("序列化前的对象:" + cibotium.toString());  System.***out***.println("反序列化后的对象:" + cibotium2.toString() + cibotium2.hashCode());  } **catch** (Exception e) {  e.printStackTrace();  }  }  } |
| 父类的无参构造!  运行!  序列化对象和反序列化的对象是否是同一个对象:false  序列化前的对象:暖男是8golden  反序列化后的对象:null是null2003749087 |

为什么会出现这样的结果呢？这是由于父类没有实现Serializable，所以序列化时父类和祖父类都没有序列化，而反序列化时，由于父类没有序列化，所以此时默认的序列化机制会调用父类的无参构造函数，然后一层层的调用上层构造函数，调用完后，会调用子类的构造函数进行初始化，所以我们看到，虽然我们正常进行默认序列化机制，但是结果却是调用构造器初始化值。那么怎么避免这种情况呢？实际上了我么你通过序列化控制就可以很好的解决这个问题，我们这里仅作一种展示：

|  |
| --- |
| **private** **void** writeObject(ObjectOutputStream out) **throws** IOException {  out.defaultWriteObject();  out.writeObject(name);  out.writeObject(collar);  }  **private** **void** readObject(ObjectInputStream in) **throws** ClassNotFoundException, IOException {  in.defaultReadObject();  name = (String) in.readObject();  collar = (Collar) in.readObject();  } |

此时我们再次测试结果就和我们想的一样了如下：

|  |
| --- |
| 父类的无参构造!  运行!  父类的无参构造!  序列化对象和反序列化的对象是否是同一个对象:false  序列化前的对象:暖男是8golden  反序列化后的对象:暖男是8golden558638686 |

#### 补充阅读

|  |  |
| --- | --- |
| Question | Answer |
| 如果序列化这么重要，为什么不默认成每个类都有？为什么不让Object实现Serializable以让所有类都自动地成为可序列化的？ | 就算大部分的类都应该实现Serializable，你还是有选择性。且你必须有意识地对各个类做决定。如果它会变成默认的，那要如何关掉呢？毕竟界面是用来指示功能性而不是所缺乏的功能。 |
| 为什么我写过不需要序列化的类？ | 也许是因为安全性的理由让你不想把密码对象存储在文件上。或者某些对象的存储是没有意义的，所以你不会把它实现成可序列化的。这个问题关键还是在于自己对该类的判断，判断是否可以或有必要序列化。 |
| 如果我使用了一个不能序列化的类，我是否能把它给子类出一个标记为可序列化的类？ | 这其实是可以的，如果该类是可以继承的，你就可以制作出可以被序列化的类。当子类对象被还原且它的父类不可序列化时，父类的构造器会跟创建新的对象一起地执行。如果类没有什么好理由不能被序列化，制作可序列化的子类会是个好选择。 |
| 如果你将某个变量标记为transient的，那就代表说在序列化的过程中该变量会被略过。然后会发生什么事情呢？我们用transient标记变量来解决不能序列化的实例变量问题，但我们不是在恢复对象的时候需要该变量吗？序列化的重点不就是保存对象的状态吗？ | 没错，问题就在这里，但是幸好有解决办法，如果你把某个对象序列化，transient的引用实例变量会以null返回，而不管当时存储它的值是什么。这代表整个对象版图中连接到该特定实例变量的部分不会被存储。  但这样可能会有问题，所以我们有两个解决方案：  （1）当对象被带回来的时候，重新初始化实例变量回到默认的状态。如在对象中有一个成员（对象），但是该对象无关紧要，所以重建一个新的也不会有什么影响。  （2）如果transient变量的值很重要，那么你就得需要同时把它的值也保存下来，然后恢复时，再将该值恢复为原来的状态。 |
| 如果两个对象都有引用实例变量指向相同的对象会怎么样？ | 序列化聪明的足以分辨两个对象是否相同。在此情况下只有一个对象会被存储，其它引用会复原指向该对象。这一点在序列化号中有所呈现了。 |
| 序列化中都会经常遇到哪些异常？ | （1）反序列化是类不在ClassNotFoundException  （2）反序列化时读取对象次数超出存入的次数java.io.EOFException  （3）序列化的类中又不支持序列化的成员[NotSerializableException](mk:@MSITStore:E:\\常用API\\JDK%20API%201.8.CHM::/java/io/../../java/io/NotSerializableException.html" \o "class in java.io)  （4）InvalidClassException当序列化运行时检测到类中的以下问题之一时抛出。   * 类的串行版本与从流中读取的类描述符的类型不匹配 * 该类包含未知的数据类型 * 该类没有可访问的无参数构造函数   （5）[OptionalDataException](mk:@MSITStore:E:\\常用API\\JDK%20API%201.8.CHM::/java/io/../../java/io/OptionalDataException.html" \o "class in java.io) - 在流中找到原始数据，而不是对象。 |
| Serializable对象解序列化的时候都发生了什么事？ | * 对象从Stream中读出来； * Java虚拟机通过存储的信息判断出对象的Class类型. * Java虚拟机尝试寻找和加载对象的类。如果Java虚拟机找不到或无法加载该类,则Java虚拟机会抛出ClassNotFoundException * 新的对象会被配置在堆上,但构造函数不会执行!很明显的,这样会把对象的状态抹去又变成全新的,而这不是我们想要的结果。我们需要的是对象回到存储时的状态。 * 如果对象在继承树上有个不可序列化的祖先类，则该不可序列化的类以及在它之上的类的构造函数（就算是可序列化也一样）就会执行。一旦构造函数连锁启动之后将无法停止。也就是说，从第一个不可序列化的父类开始，全部都会重新初始状态。 * 对象的实例变量会被还原成序列化时点的状态值。Transient变量会被赋值null的对象引用或primitive主数据类型的默认为0、false等值。 |
| 静态变量会被序列化吗？ | 并不会，要知道static代表“每个类一个”而不是“每个对象一个”。当对象被还原时，静态变量会维持类中原本的样子，而不是存储时的样子。所以如果需要对static状态保存，那么需要一些额外的操作。 |
| 为什么不将类存储称为对象的一部分呢？这样ClassNotFoundException不就不会出现了吗？ | 这在原则上是没有问题的，可以这样设计。但这样是非常的浪费，并且会有额外的工作。虽然把对象的序列化写在本机的磁盘上并不是什么很困难的工作，但序列化也有将对象送到网络联机上的用途。如果每个序列化对象都带有类，带宽的消耗可能就是大问题。  对于通过网络传送序列化来说，事实上是有一种机制可以让类使用URL来指定位置。该机制用在Java的RMI。让你可以将序列化的对象当做参数的一部分来传递，若接收此调用的Java虚拟机没有这个类的话，它可以自动地使用URL来取回并加载类。 |

## 10.2 Hessian序列化

前面大篇幅的介绍了Java原生的序列化机制,我们需要注意的是Java原生序列化机制中默认处理机制在反序列化时是不会调用类的无参构造方法,而是调用native方法将成员变量赋值为对应类型的初始值.基于性能及兼容性考虑（Java不能跨语言）,不推荐使用Java序列化。这节我们来认识一下另一种序列化方法Hessian。

### 10.2.1 Hessian概述

Hessian是一个轻量级的remoting onhttp工具，使用简单的方法提供了RMI的功能。 相比WebService，Hessian更简单、快捷。采用的是二进制RPC协议，因为采用的是二进制协议，所以它很适合于发送二进制数据。

Hessian序列化是一种支持动态类型，跨语言、基于对象传输的网络协议。Java对象序列化的二进制流可以被其它语言(如C++、Python)反序列化。Hessian协议具有如下特性：

* 自描述序列化类型。不依赖外部描述文件或接口定义，用一个字节表示常用基础类型，极大缩短二进制流。
* 语言无关，支持脚本语言。
* 协议简单，比Java原生序列化高效。

相比Hessian1.0，Hessian2.0中增加了压缩编码，其序列化二进制流大小是Java序列化的50%，序列化耗时是Java序列化的30%，反序列化耗时是Java反序列化的20%。

Hessian会把复杂对象所有属性存储在一个Map中进行序列化。所以在父类、子类存在同名成员变量的情况下，Hessian序列化时，先序列化子类，然后序列化父类，因此反序列化结果会导致子类同名成员变量被父类的值覆盖。

### 10.2.2 Hessian序列化的代码实现

在开始代码前，我们必须说明的一点是，Hessian是一种性能优于Java原生序列化的序列化方式,但是它仍建立在Java序列化规范上,即一个实例如果想要序列化,那么该实例对应的类就必须实现Serializable接口,这是一种标识,标识许可该类实例进行序列化。Transient关键字仍旧起到标识忽略字段的序列化。下面简单看一个使用Hessian进行的序列化：

|  |
| --- |
| **public** **class** Employee **implements** Serializable{  **private** **static** **final** **long** ***serialVersionUID*** = 1L;  **private** **int** employeeId;  **private** String employeeName;  /\*\*  \* 使用transient关键字，表示该字段不序列化，所以最终反序列化后这个字段为null  \*/  **private** **transient** String department;    **public** **int** getEmployeeId() {  **return** employeeId;  }  **public** **void** setEmployeeId(**int** employeeId) {  **this**.employeeId = employeeId;  }  **public** String getEmployeeName() {  **return** employeeName;  }  **public** **void** setEmployeeName(String employeeName) {  **this**.employeeName = employeeName;  }  **public** String getDepartment() {  **return** department;  }  **public** **void** setDepartment(String department) {  **this**.department = department;  }  @Override  **public** String toString() {  **return** "Employee{" +  "employeeId=" + employeeId +  ", employeeName='" + employeeName + '\'' +  ", department='" + department + '\'' +  '}';  }  } |
| **public** **class** HessianTest {  **public** **static** **void** main(String[] args) **throws** IOException {  Employee employee = **new** Employee();  employee.setEmployeeId(90);  employee.setEmployeeName("Yorick");  employee.setDepartment("序列化");  **byte**[] bytes = *serialize*(employee);  Employee employee2 = (Employee) *deSerialize*(bytes);  **if**(employee != employee2) {  System.***out***.println(employee);  System.***out***.println(employee2);  }  }  //Hessian实现序列化  **public** **static** **byte**[] serialize(Object object) **throws** IOException {  ByteArrayOutputStream bos = **new** ByteArrayOutputStream();  HessianOutput hop = **new** HessianOutput(bos);  hop.writeObject(object);  **return** bos.toByteArray();  }  //Hessian实现反序列化  **public** **static** Object deSerialize(**byte**[] objectBytes) **throws** IOException {  ByteArrayInputStream bis = **new** ByteArrayInputStream(objectBytes);  HessianInput his = **new** HessianInput(bis);  **return** his.readObject();  }  } |
| Employee{employeeId=90, employeeName='Yorick', department='序列化'}  Employee{employeeId=90, employeeName='Yorick', department='null'} |

从上面Hessian的一个小例子我们发现，它和Serializable的操作是极其类似的，我们对于学习是毫无障碍的，但我们也不能大意，就像Serializable中一不小心会抛出异常一样，Hessian也有一些需要我们注意的内容，下面我们就来认识一下；

### 10.2.3 Hessian误区

Hessian会把复杂对象所有属性存储在一个Map中进行序列化。所以在父类、子类存在同名成员变量的情况下，Hessian序列化时，先序列化子类，然后序列化父类，因此反序列化结果会导致子类同名成员变量被父类的值覆盖。

|  |
| --- |
| **public** **class** User **implements** Serializable {  **private** String username ;  **private** String password;  **private** Integer age;  **public** String getUsername() {  **return** username;  }  **public** **void** setUsername(String username) {  **this**.username = username;  }  **public** String getPassword() {  **return** password;  }  **public** **void** setPassword(String password) {  **this**.password = password;  }  **public** Integer getAge() {  **return** age;  }  **public** **void** setAge(Integer age) {  **this**.age = age;  }  @Override  **public** String toString() {  **return** getClass().getName() + "\t\_" + username + "\_" + password +  "\_" + age;  }  } |
| **public** **class** UserInfo **extends** User {  **private** String username;  **public** **static** **void** main(String[] args) **throws** IOException {  UserInfo user = **new** UserInfo();  user.setUsername("hello world");  user.setPassword("buzhidao");  user.setAge(21);  **byte**[] bytes = HessianTest.*serialize*(user);  UserInfo info = (UserInfo) HessianTest.*deSerialize*(bytes);  System.***out***.println(user);  System.***out***.println(info);  }  } |
| cn.yorick.hessian.UserInfo \_hello world\_buzhidao\_21  cn.yorick.hessian.UserInfo \_null\_buzhidao\_21 |

我们下面了解一下为什么会出现这种结果：

* hessian序列化的时候会取出对象的所有自定义属性，相同类型的属性是子类在前父类在后的顺序。
* hessian在反序列化的时候，是将对象所有属性取出来，存放在一个map中   key = 属性名  value是反序列类，相同名字的会以子类为准进行反序列化。
* 相同名字的属性 在反序列化的是时候，由于子类在父类前面，子类的属性总是会被父类的覆盖，由于java多态属性，在上述例子中父类 User.username = null

下面是关键源码分析 ，hessian版本是4.0.7

     当序列化对象是一个java自定对象时，默认的序列化类是 UnsafeSerializer，调用writeObject

|  |
| --- |
| public void writeObject(Object obj, AbstractHessianOutput out)  throws IOException{  if (out.addRef(obj)) {  return;  }  Class<?> cl = obj.getClass()；  int ref = out.writeObjectBegin(cl.getName());  if (ref >= 0) {  writeInstance(obj, out);  }  else if (ref == -1) {  writeDefinition20(out);  out.writeObjectBegin(cl.getName());  writeInstance(obj, out);  }  else {  writeObject10(obj, out);  }  } |

以上代码会调用 writeObject10(obj, out);

|  |
| --- |
| protected void writeObject10(Object obj, AbstractHessianOutput out)  throws IOException{  for (int i = 0; i < \_fields.length; i++) {  Field field = \_fields[i];  out.writeString(field.getName());  \_fieldSerializers[i].serialize(out, obj);  }  out.writeMapEnd();  } |
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反序列化的时候，当反序列化时，默认的反序列化类是 UnsafeSerializer，会首先根据反序列化类型，创建一个map

|  |
| --- |
| protected HashMap<String,FieldDeserializer> getFieldMap(Class<?> cl){  HashMap<String,FieldDeserializer> fieldMap  = new HashMap<String,FieldDeserializer>();  for (; cl != null; cl = cl.getSuperclass()) {  Field []fields = cl.getDeclaredFields();  for (int i = 0; i < fields.length; i++) {  Field field = fields[i];  if (Modifier.isTransient(field.getModifiers())  || Modifier.isStatic(field.getModifiers()))  continue;  else if (fieldMap.get(field.getName()) != null) //相同名字的会以子类为准进行序列化  continue;  // XXX: could parameterize the handler to only deal with public  try {  field.setAccessible(true);  } catch (Throwable e) {  e.printStackTrace();  }  Class<?> type = field.getType();  FieldDeserializer deser;  if (String.class.equals(type)) {  deser = new StringFieldDeserializer(field);  }  else if (byte.class.equals(type)) {  deser = new ByteFieldDeserializer(field);  }  。。。。。。  fieldMap.put(field.getName(), deser);  }  }  return fieldMap;  } |

 如果是String类型的属性，使用的是StringFieldDeserializer

|  |
| --- |
| StringFieldDeserializer(Field field) {  \_field = field;  \_offset = \_unsafe.objectFieldOffset(\_field); //这个会把属性对象对象的偏移量设置好  } |

接下来会对每个属性用map对应序列化方式进行反序列化和赋值

|  |
| --- |
| public Object readMap(AbstractHessianInput in, Object obj)  throws IOException{  try {  int ref = in.addRef(obj);  while (! in.isEnd()) {  Object key = in.readObject();  FieldDeserializer deser = (FieldDeserializer) \_fieldMap.get(key);  if (deser != null)  deser.deserialize(in, obj);  else  in.readObject();  }  in.readMapEnd();  Object resolve = resolve(in, obj);  if (obj != resolve)  in.setRef(ref, resolve);  return resolve;  } catch (IOException e) {  throw e;  } catch (Exception e) {  throw new IOExceptionWrapper(e);  }  } |

这个是StringFieldDeserializer 反序列化，由于名字相同的属性，反序列化是第一个子类，往后父类的发现map中有就会忽略，所以在属性序列化的时候，先序列化子类的，接着是父类的，但是他们在对象中的偏移量是一样的（用的是同一个反序列化类），所以相同名字的属相，子类总是会被父类覆盖掉。

|  |
| --- |
| @SuppressWarnings("restriction")  void deserialize(AbstractHessianInput in, Object obj)  throws IOException{  String value = null;  try {  value = in.readString();  \_unsafe.putObject(obj, \_offset, value);  } catch (Exception e) {  logDeserializeError(\_field, obj, value, e);  }  } |

总结：使用hessian序列化时，一定要注意子类和父类不能有同名字段

## 10.3 JSON序列化

JSON（javaScript Object Notation ）是一种基于JavaScript语言的轻量级的数据交换格式。主要采用键值对({"name": "json"})的方式来保存和表示数据。JSON是JS对象的字符串表示法，它使用文本表示一个JS对象的信息，本质上是一个字符串。

JSON序列化就是将数据对象转换为JSON字符串。在序列化过程中抛弃了类型信息，所以反序列化时只是提供类型信息才能准确地反序列化。相比原生序列化和Hessian，JSON可读性好，方便调试。

JSON用于序列化和反序列化的方法有很多，我们下面来认识几个常见的；

### 10.3.1 fastjson

FastJson是阿里的开源框架,被不少企业使用,是一个极其优秀的Json框架。FastJson具有如下特点：

* FastJson速度快,无论序列化和反序列化,都是当之无愧的fast ,测试表明，fastjson具有极快的性能，超越任其他的java json parser。
* 功能强大(支持普通JDK类包括任意Java Bean Class、Collection、Map、Date或enum)
* 零依赖(能够直接运行在Java SE 5.0以上版本)

下面我们就针对Fastjson来做一下简单的介绍和使用说明:

#### 10.3.1.1 FastJson的简单说明:

FastJson对于json格式字符串的解析主要用到了下面三个类：

* JSON：fastJson的解析器，用于JSON格式字符串与JSON对象及javaBean之间的转换
* JSONObject：fastJson提供的json对象
* JSONArray：fastJson提供json数组对象

我们可以把JSONObject当成一个Map<String,Object>来看，只是JSONObject提供了更为丰富便捷的方法，方便我们对于对象属性的操作。我们看一下源码。   
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同样我们可以把JSONArray当做一个List，可以把JSONArray看成JSONObject对象的一个集合。   
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|  |
| --- |
| public static final Object parse(String text); // 把JSON文本parse为JSONObject或者JSONArray  public static final JSONObject parseObject(String text)； // 把JSON文本parse成JSONObject  public static final <T> T parseObject(String text, Class<T> clazz); // 把JSON文本parse为JavaBean  public static final JSONArray parseArray(String text); // 把JSON文本parse成JSONArray  public static final <T> List<T> parseArray(String text, Class<T> clazz); //把JSON文本parse成JavaBean集合  public static final String toJSONString(Object object); // 将JavaBean序列化为JSON文本  public static final String toJSONString(Object object, boolean prettyFormat); // 将JavaBean序列化为带格式的JSON文本  public static final Object toJSON(Object javaObject); //将JavaBean转换为JSONObject或者JSONArray。 |

#### 10.3.1.2 FastJson的用法

首先定义三个Json格式的字符串:JSONTest

|  |
| --- |
| //JSON字符串简单对象  **private** **static** **final** String ***JSON\_OBJ\_STR*** = "{\"studentName\":\"lily\",\"studentAge\""  + ":12}";  //JSON字符串数组类型  **private** **static** **final** String ***JSON\_ARRAY\_STR*** = "[{\"studentName\":\"lily\",\"studengAge\":12},"  + "{\"studentName\":\"licy\",\"studentAge\":15}]";  //复杂格式JSON字符串  **private** **static** **final** String ***COMPLEX\_JSON\_STR*** = "{\"teacherName\":\"crystall\",\"teacherAge\":27,"  + "\"course\":{\"courseName\":\"English\",\"code\":1270},\"students\":"  + "[{\"studentName\":\"lily\",\"studentAge\":12},{\"studentName\":\"lucy\",\"studentAge\":15}]}"; |

#### 10.3.1.3 JSON格式字符串与JSON对象之间的转换

如果想将一个对象持久化传输,那么首先将对象转变为JSON字符串是一个必不可缺的步骤,下面我们以上面三种JSON格式字符串为例来看一下相互之间的转变:

|  |
| --- |
| @Test  **public** **void** jsonObjectAndJsonStringTest() {  //JSON字符串转变为JSON对象  JSONObject jsonObject = JSONObject.*parseObject*(***JSON\_OBJ\_STR***);  System.***out***.println("studentName:" + jsonObject.getString("studentName"));  //从JSON对象到JSON字符串  String jsonString = jsonObject.toJSONString();  String jsonStringWithParameter = jsonObject.*toJSONString*(jsonObject);  System.***out***.println("从JSONObject到JSON字符串:" + jsonString);  System.***out***.println(jsonStringWithParameter);  } |
| studentName:lily  从JSONObject到JSON字符串:{"studentAge":12,"studentName":"lily"}  {"studentAge":12,"studentName":"lily"} |
| @Test  **public** **void** jsonObjectAndJsonArrayTest() {  //JSON字符串转变为JSON数组  JSONArray jsonArray = JSONObject.*parseArray*(***JSON\_ARRAY\_STR***);  **int** size = jsonArray.size();  JSONObject jsonObject;  **for** (**int** i = 0; i < size; i++) {  jsonObject = jsonArray.getJSONObject(i);  System.***out***.println(jsonObject.toString());  }  //另一种遍历方式  **for** (Object object : jsonArray) {  jsonObject = (JSONObject) object;  System.***out***.println(jsonObject.getInteger("studentAge"));  }  //将JSONArray转变为JSON字符串数组  String jsonArrayString = JSONArray.*toJSONString*(jsonArray);  System.***out***.println(jsonArrayString);  } |
| {"studentAge":12,"studentName":"lily"}  {"studentAge":15,"studentName":"licy"}  12  15  [{"studentAge":12,"studentName":"lily"},{"studentAge":15,"studentName":"licy"}] |
| @Test  **public** **void** complexJSONObjectAndJSONStringTest() {  //复杂JSON字符串转变为JSON对象  JSONObject jsonObject = JSONObject.*parseObject*(***COMPLEX\_JSON\_STR***);  System.***out***.println(jsonObject.toJSONString());  //下面不会成功,会报出异常java.lang.ClassCastException: com.alibaba.fastjson.JSONArray cannot be cast to com.alibaba.fastjson.JSONObject  // JSONObject array = jsonObject.getJSONObject("course");  /\*JSONArray array = jsonObject.getJSONArray("students");  System.out.println(array.toString());空指针异常\*/  JSONArray jsonArray = jsonObject.getJSONArray("course");  String course1 = jsonArray.getString(0);  System.***out***.println(course1);  // jsonArray = jsonArray.getJSONArray(1); IndexOutOfBoundsException  jsonObject = jsonArray.getJSONObject(0);  jsonArray = jsonObject.getJSONArray("students");  //JSON对象不管是普通Object对象还是数组,通过toString都可以得到一个JSOnString对象  System.***out***.println(jsonArray.toJSONString());  } |
| {"teacherAge":27,"teacherName":"crystall","course":[{"courseName":"English","code":1270,"students":[{"studentAge":12,"studentName":"lily"},{"studentAge":15,"studentName":"lucy"}]}]}  {"courseName":"English","code":1270,"students":[{"studentAge":12,"studentName":"lily"},{"studentAge":15,"studentName":"lucy"}]}  [{"studentAge":12,"studentName":"lily"},{"studentAge":15,"studentName":"lucy"}] |

#### 10.3.1.4 JSON格式字符串与javaBean之间的转换

JSON格式字符串和JSON对象之间的转变是很简单的,但是我们在实际开发中,往往会使用一个JavaBean来映射数据,那么JavaBean若想序列化传输是不是也应该先转换为一个JSON字符串呢?下面我们来认识一下,先要说明的是,我们并不能真正实现一个从无到有的过程,即我们要先有一个JavaBean类。

|  |
| --- |
| **public** **class** Student {  **private** String studentName;  **private** String studentAge;  **public** Student(String studentName, String studentAge) {  **super**();  **this**.studentName = studentName;  **this**.studentAge = studentAge;  }  **public** String getStudentName() {  **return** studentName;  }  **public** **void** setStudentName(String studentName) {  **this**.studentName = studentName;  }  **public** String getStudentAge() {  **return** studentAge;  }  **public** **void** setStudentAge(String studentAge) {  **this**.studentAge = studentAge;  }  @Override  **public** String toString() {  **return** studentName + ":" + studentAge;  }  } |
| //json字符串到JavaBean对象的互相转换--前提是我们要有一个JavaBean类  @Test  **public** **void** jsonStringToJavaBeanTest() {  JSONObject jsonObject = JSONObject.*parseObject*(***JSON\_OBJ\_STR***);  //第一种方式  String studentName = jsonObject.getString("studentName");  String studentAge = jsonObject.getString("studentAge");  Student student = **new** Student(studentName, studentAge);  System.***out***.println(student);  //第二种方式:使用TypeReference<T>类,由于其构造方法使用protected进行修饰,故创建其子类,这里要注意fastjson版本  Student student2 = JSON.*parseObject*(***JSON\_OBJ\_STR***, **new** TypeReference<Student>() {});  // jsonObject.parseObject(JSON\_OBJ\_STR, new TypeReference<Student>() {}); 等同上句  System.***out***.println(student2);  //第三种方式,使用Gson思想  Student student3 = JSON.*parseObject*(***JSON\_OBJ\_STR***, Student.**class**);  System.***out***.println(student3);  }  @Test  **public** **void** JavaBeanToJsonStringTest() {  Student student = **new** Student("Yorick", "20");  String jsonString = JSONObject.*toJSONString*(student);  System.***out***.println(jsonString);  JSONObject jsonObject = (JSONObject) JSON.*toJSON*(student);//JavaBean转变为JSONObject或JSONArray  System.***out***.println(jsonObject.toString());  } |
| lily:12  lily:12  lily:12 JSONString到JavaBean的转变  {"studentAge":"20","studentName":"Yorick"}  {"studentAge":"20","studentName":"Yorick"} |
| 对于TypeReference，由于其构造方法使用 protected 进行修饰，所以在其他包下创建其对象的时候，要用其实现类的子类：new TypeReference() {}  **public** **abstract** **class** TypeReference<T> {  **private** **final** Type type;  **private** **volatile** Constructor<?> constructor;  **protected** TypeReference() {  Type superclass = getClass().getGenericSuperclass();  **if** (superclass **instanceof** Class) {  **throw** **new** RuntimeException("Missing type parameter.");  }  **this**.type = ((ParameterizedType) superclass).getActualTypeArguments()[0];  } |
| //JSONArrayString到JavaBean的转变  @Test  **public** **void** jsonArrayStringToJavaBeanTest() {  //第一种方式  JSONArray jsonArray = JSONArray.*parseArray*(***JSON\_ARRAY\_STR***);  List<Student> list = **new** ArrayList<>();  Student student = **null**;  **for** (Object object : jsonArray) {  // student = (Student) object; ClassCastException JSONObject cannot be cast to student  JSONObject jsonObject = (JSONObject) object;  String studentName = jsonObject.getString("studentName");  **int** studentAge = jsonObject.getInteger("studentAge");  student = **new** Student(studentName, String.*valueOf*(studentAge));  list.add(student);  }  System.***out***.println("students:" + list);  //第二种方式使用TypeReference<T>类  List<Student> list2 = JSONArray.*parseObject*(***JSON\_ARRAY\_STR***, **new** TypeReference<ArrayList<Student>>() {});  System.***out***.println("students: " + list2);  //第三种使用Gson的思想  List<Student> list3 = JSONArray.*parseArray*(***JSON\_ARRAY\_STR***, Student.**class**);  System.***out***.println("students: " + list3);  } |
| students:[lily:12, licy:15]  students: [lily:12, licy:15]  students: [lily:12, licy:15] |
| //JavaBeanList到json数组的转换  @Test  **public** **void** javaBeanListToJsonArrayTest() {  Student student1 = **new** Student("lily", "15");  Student student2 = **new** Student("Lucy", "16");  List<Student> list = **new** ArrayList<>();  list.add(student1);  list.add(student2);  String jsonArrayString = JSONArray.*toJSONString*(list);//若list中没有元素,那么返回[]  System.***out***.println(jsonArrayString);  } |
| [{"studentAge":"15","studentName":"lily"},{"studentAge":"16","studentName":"Lucy"}] |
| **public** **class** Course {  **private** String courseName;  **private** Integer code;  **public** String getCourseName() {  **return** courseName;  }  **public** **void** setCourseName(String courseName) {  **this**.courseName = courseName;  }  **public** Integer getCode() {  **return** code;  }  **public** **void** setCode(Integer code) {  **this**.code = code;  }  @Override  **public** String toString() {  **return** courseName + ":" + code;  }  } |
| **public** **class** Teacher {  **private** String teacherName;  **private** Integer teacherAge;  **private** Course course;  **private** List<Student> students;  **public** String getTeacherName() {  **return** teacherName;  }  **public** **void** setTeacherName(String teacherName) {  **this**.teacherName = teacherName;  }  **public** Integer getTeacherAge() {  **return** teacherAge;  }  **public** **void** setTeacherAge(Integer teacherAge) {  **this**.teacherAge = teacherAge;  }  **public** Course getCourse() {  **return** course;  }  **public** **void** setCourse(Course course) {  **this**.course = course;  }  **public** List<Student> getStudents() {  **return** students;  }  **public** **void** setStudents(List<Student> students) {  **this**.students = students;  }  @Override  **public** String toString() {  **return** teacherName + ":" + teacherAge + "," + course + students;  }  } |
| //复杂的JSON字符串到JavaBean的转变  @Test  **public** **void** ComplexJsonStringToJavaBeanTest() {  //第一种方式,使用TypeReference<T>类,由于其构造方法使用protected进行修饰,故创建其子类  Teacher teacher = JSONObject.*parseObject*(***COMPLEX\_JSON\_STR***, **new** TypeReference<Teacher>() {});  String teacherName = teacher.getTeacherName();  String teacherAge = teacher.getTeacherAge() + "";  Course course = teacher.getCourse();  List<Student> students = teacher.getStudents();  System.***out***.println(***COMPLEX\_JSON\_STR***);  System.***out***.println(teacherName + ":" + teacherAge + course + students);  System.***out***.println(teacher);  //第二种方式使用Gson思想  Teacher teacher2 = JSON.*parseObject*(***COMPLEX\_JSON\_STR***, Teacher.**class**);  System.***out***.println(teacher);  } |
| {"teacherName":"crystall","teacherAge":27,"course":{"courseName":"English","code":1270},"students":[{"studentName":"lily","studentAge":12},{"studentName":"lucy","studentAge":15}]}  crystall:27English:1270[lily:12, lucy:15]  crystall:27,English:1270[lily:12, lucy:15]  crystall:27,English:1270[lily:12, lucy:15] |
| //复杂的JavaBean到JSON字符串的转变  @Test  **public** **void** ComplexToJsonStringTest() {  Teacher teacher = JSON.*parseObject*(***COMPLEX\_JSON\_STR***, Teacher.**class**);  String jsonTeacherString = JSON.*toJSONString*(teacher);  System.***out***.println(teacher);  System.***out***.println(jsonTeacherString);  } |
| crystall:27,English:1270[lily:12, lucy:15]  {"course":{"code":1270,"courseName":"English"},"students":[{"studentAge":"12","studentName":"lily"},{"studentAge":"15","studentName":"lucy"}],"teacherAge":27,"teacherName":"crystall"} |
| //进行JavaBean和JSONObject之间的转变  @Test  **public** **void** javaBeanAndJSONObjectTest() {  Student student = JSON.*parseObject*(***JSON\_OBJ\_STR***, Student.**class**);  List<Student> students = JSON.*parseArray*(***JSON\_ARRAY\_STR***, Student.**class**);  Teacher teacher = JSON.*parseObject*(***COMPLEX\_JSON\_STR***, Teacher.**class**);  //方式一就是先将JavaBean转变为对应的字符串,然后再转变为JSONObject  String studentJSON = JSON.*toJSONString*(student);  String studentsJSON = JSON.*toJSONString*(students);  String teacherJSON = JSON.*toJSONString*(teacher);  JSONObject studentJSONObject = JSONObject.*parseObject*(studentJSON);  // JSONObject studentsJSONObject = JSONObject.parseObject(studentsJSON);注意数组只能转变为JSONArray  JSONArray studentsJOSNArray = JSONArray.*parseArray*(studentsJSON);  JSONObject teacherJSONObject = JSONObject.*parseObject*(teacherJSON);  System.***out***.println(studentJSONObject);  System.***out***.println(studentsJOSNArray);  System.***out***.println(teacherJSONObject);  //方式二直接向JOSN转变,然后强转  studentJSONObject = (JSONObject) JSONObject.*toJSON*(student);  studentsJOSNArray = (JSONArray) JSONArray.*toJSON*(students);  teacherJSONObject = (JSONObject) JSONObject.*toJSON*(teacher);  System.***out***.println(studentJSONObject);  System.***out***.println(studentsJOSNArray);  System.***out***.println(teacherJSONObject);  } |
| {"studentAge":"12","studentName":"lily"}  [{"studentAge":"12","studentName":"lily"},{"studentAge":"15","studentName":"licy"}]  {"teacherAge":27,"teacherName":"crystall","course":{"courseName":"English","code":1270},"students":[{"studentAge":"12","studentName":"lily"},{"studentAge":"15","studentName":"lucy"}]}  {"studentAge":"12","studentName":"lily"}  [{"studentAge":"12","studentName":"lily"},{"studentAge":"15","studentName":"licy"}]  {"teacherAge":27,"teacherName":"crystall","course":{"courseName":"English","code":1270},"students":[{"studentAge":"12","studentName":"lily"},{"studentAge":"15","studentName":"lucy"}]} |
| //将JSONObject转变为JavaBean  @Test  **public** **void** jsonObjectToJavaBeanTest() {  JSONObject studentJSONObject = JSONObject.*parseObject*(***JSON\_OBJ\_STR***);  JSONArray studentsJOSNArray = JSONArray.*parseArray*(***JSON\_ARRAY\_STR***);  JSONObject teacherJSONObject = JSONObject.*parseObject*(***COMPLEX\_JSON\_STR***);  //将JSONObject抓变为JAvaBean和将json字符串转变为JavaBean相同,都有三种方式,我们下面来介绍一下  Student student = JSONObject.*parseObject*(studentJSONObject.toJSONString(), **new** TypeReference<Student>() {});  Student student2 = JSONObject.*parseObject*(studentJSONObject.toJSONString(), Student.**class**);  List<Student> list = JSONArray.*parseObject*(studentsJOSNArray.toJSONString(), **new** TypeReference<ArrayList<Student>>() {});  List<Student> list2 = JSONArray.*parseArray*(studentsJOSNArray.toJSONString(),Student.**class**);  System.***out***.println(student);  System.***out***.println(student2);  System.***out***.println(list);  System.***out***.println(list2);  } |
| lily:12  lily:12  [lily:12, licy:15]  [lily:12, licy:15] |

#### 10.3.1.5 fastjson总结

上面针对各种对象之间的转变进行了探讨,至于一些更深入的了解,以后在工作中会逐渐认识添加。总的来说：

* 对于JSON对象与JSON格式字符串的转换可以直接用 toJSONString()这个方法。
* javaBean与JSON格式字符串之间的转换要用到：JSON.toJSONString(obj);
* javaBean与json对象间的转换使用：JSON.toJSON(obj)，然后使用强制类型转换，JSONObject或者JSONArray。

## 10.4 序列化总结

序列化通常会通过网络传输对象，而对象中往往有敏感数据，所以序列化常常成为黑客的攻击点，攻击者巧妙地利用反序列化过程构造恶意代码，使得程序在反序列化的过程中执行任意代码。Java工程中广泛使用的Apache Commons Collections、Jackson、fastjson等都出现过反序列化漏洞。如何防范这种黑客攻击呢？有些对象不敏感属性不需要进行序列化传输，可以加transient关键字，避免把此属性信息转化为序列化的二进制流。如果一定要传递对象的敏感属性，可以使用对称和非对称加密方式独立传输，再使用某个方法把属性还原到对象中。应用开发者对序列化要有一定的安全防范意识，对传入数据的内容进行校验和权限控制，及时更新安全漏洞，避免受到攻击。